**Course ID: A057490**

**iOS开发技术作业报告**

![showimg31](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEA3ADcAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCAFxAXEDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3+iiigAooooAKKKKACiiigAooooAKKKKACikzSM6qpLEADuTQAtFchr/xH8O6AWSW7E84/wCWUHzGvP7v4qeJvEE7W3hvSWjB4D7C7f4CtoYectbWMpVYrQ9rkljiUtI6oo6ljiuZ1T4ieF9J3LPqkTuP4IvnP6V5vF8OPGvidhLr2qGGJuSkkhY/98jiuo0v4L+H7QK17JcXjjsW2L+Qq/Z0o/FK/oTz1JfCijf/ABy0tCV0/TLq4PYyEIP6msc/FbxjqhI0nQUAPQiJ5CP5V6rYeEdA0wD7JpNqhH8RjBP5mtlUVQAoAA7AUe1pR+GP3h7Oo95HiP2/4ualykEsCn0iRMfnzQPDHxWu+ZdUkjz63QH8q9woo+stbRQew7tniH/CvfiRLy/iAD63kn9BR/wrn4iryviBM/8AX5J/hXuFJR9an2X3C+rx8zw//hDvilbHMWsO+PS8J/nSeV8XdP5DzTge6SV7jRij60+sV9w/YLo2eHf8LA+Iuk/8hDRRKo6l7Zl/VTirtl8ctrBdS0SRPUxP/Q17GQDVG90TTNRUi8sLefPd4wT+dHtqb+KH3B7Oa2kcppvxZ8KaiQrXj2rn+G4Qr+o4rr7PUrLUIhLaXUMyHoUcGuP1P4S+FtQBMdq9rIf4oHwPyNcfd/BrVtMlNx4f1ghxyAxKN+Yo5KMtnYOarHdXPa80V4Uviv4heDmCatZvd26nG6RM8f7wrrdC+MWhakVivlksJzwfM5TP1qZYaa1Wq8hqvF6PQ9Ipar2t5b3kKy208csbDIZGyKnzWGxqncWigUUDCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAoopD0oAKa7qilmYADqTXPeJvGekeF7YvezgzEfLChyzf4V5Rc654w+Jd21rpkT2mm5wSMhce7d/pW1Og56vRGU6qjotzvPFHxU0XQS8Fs3267HGyI/KD7muE83x98RpMR77HT29MomPr1Ndv4W+E+j6GEuL5RfXg53OPlB9hXfpGsahUUKo4AAwBWntKdPSmrvuyOSc9ZM828P/BvR9O2zam7X045KnhM/TvXoVnp9pYQiG0t44Ix/CigCrVLWE6s5/EzWMIx2QYooqOWRYo2kc4VRkn0FQWPpjSojqjOoZvugnk1n6Xr+l6zv/s+9iuDGcMEPI/CuL+K63Fuug6jaTNFPDfLGGBIGGx1/KrjC8uVkSlZXPRwc0tcHD4w8Qvrh07/hF5/LVyPOL4BUd813SElQSMGlKLjuOMlIdRRRUlBRRRQAUhpaikmijIDuqk9MnGaAH8Utchq/jaLTfFWm6OkSzreEgvG4JQ/SuuWm4tbkqSew2SNZFKuoZSMEEZBrj9f+GXh3XFZzafZrg/8ALSD5efcdK7OinGcov3WEoKW54VdeBfGXgiZrvw/evc26ndsQ849171teHfjHH5q2XiO1a1nB2mVVwM+47V62Rmua8R+B9F8TRMLy1VZyPlmjGGB/rXR7eM9Ki+Zj7KUdYM3LHULTUbZbizuI5omGQyNkVZzXg174V8W/Dq6a+0S4kurEHLKozx/tLXbeEPinpuu7LTUMWV90w5+Vj7GpnQ05oaoqNXW0tGeh0tMVgwBByD3p4rnNgooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACkJparXt7b2FrJc3UqRQxqWZ2OABQlcHoTO6ohZiAoGSSeleV+M/iqtvM2leHF+03jHYZlG4KfRR3NYPiTxrrPjzUzoXhmKVbQna8g4Lj1J7LXS6V4UsfhxpA1WbT5dVvhzLJGoJiHcgHtXXGlGnrPV9jnlNz0jt3Mfwx8Lb3WLkax4smkd3O4W7HJP8AvH+levWVjbWFslvaQJDEgwFQYFN06+g1OwgvbdsxTIGU1bFY1aspvU0hCMVoGKWiisjQKKKKACmSAFCGAK45Bp9Q3MjxW8kiRGV1UkIDgsfSgGePeHtS0a1+MV3/AGc6w2k0JRw3yL5gIzjPvXW/FNQfCCz9fIu4ZMj/AHgP61y9l4P1bxZ44Osa5po02yt2BSAYzJg5AyOvua9Vv9NtdS0+Wxu4hLbSrtZD3FdNSUVKLRhCLcWjkn+IsKX8tnHoeqzNESGaOHIx/eHqDWzoHjHSfEU0sFnK63MQzJBKm11/CtqG3jgjVI0AVVCjjsOlZq+GdLTXhrUduI77aVZ0JG4H1Hesm4PZFpSXU2BS00U6szQKKKKAENeYfFqXSrjSogdVMOowsTDFC25mz2IFelzwrPC8T52OMHBxxWLaeDtAsrkXMOmQCcf8tGXc35mtKUlCXMyJxclZHkvw78Ox2PiCzvdcvpLW/f57e3lB/eA+57+1e7iuc8Y+HbfXNDlVv3dxADLBMo+ZGAyMUeBNXn1rwlZ3dznzwDG5P8RXjNXVn7T3yKceT3TpaKKKwNgpKWigBjIGBBAIPrXnvjD4Wafroe703bZX/XKjCufcV6JRVQqSg7xJlBSWp4XofjjXvAmoDR/EsEstqDhZG6qPUHuK9n0zVrLWLKO7sbhJoXGQynp7GqniDw3pviSwa11C3VwR8r4+ZT6g14zdWXiP4T6v9qtHe60iRuePlI9G9D7102hXWmkvzMLypb6o9+pa5/wt4s07xVpq3VlIA4H72En5oz71vg1yyi4uzOiLTV0LRRRSGFFFFABRRRQAUUUUAFFFFABRRRQAUUE1Wvb23sLOW6uZVjgiUs7McAAULXQG7DNS1K10mwlvb2ZYreJdzOxrw7VNX1z4r6+NN0xHt9JibknOAP7z+/oKTV9T1b4r+Jl0vTQ8WkwPkt2Az99vf0FeyeG/Ddh4Y0qOxsYgqry74+aRvU11pKgrv4vyOdt1XZbEPhbwnp3hXTltrKMGQj97MR8zn3/wrcdFkRkcAqRgg96fVe8he4tJoYpjC7qVEijJXPeuVycnds2UUlZHlenaxPp/xAfwtpeqRQ6cJTL80W8g9TEDniu51jxO+j6vptrJYNLa3r+ULpJB8r+hXH9a4mTwPbeGLK6jbUGutU1CUNbzMAjRFeS5PPA702816x1fwHF9mljF7pV1FlQ2csrAEg9wcmumUYyaa2MFKUbpnrXpS1QfV7C3jTz72CMkDhpAKzNN8aaLq+uPpNhcm4uI1LM0akoMdfm6Vz8r3sb8yOjopKWpKCkozVLUNX0/S4TLfXkMCDvI4FNJvYTaRcpa871H4vaLDIYdMgudSmzgCFMKfxrP/wCEn+Iuu/8AIM8PR2ELdJLjrj8cfyrVUJ7vQh1Y9D1TNNLqOrAfU15d/wAIj8Q9U51DxULVT1WDjH5YpP8AhUpl+bUfFuoTE9fmx/NjR7KC3kL2kuiPTTeWqfeuIh9XFIL+0bpdQn/toK8zPwl8MJ/rtbvCfUzqP6Ug+FHhM8JrV1n2uF/wp+zp939wuefY9SWaNxlXVh7GnA+9eWf8KisB81j4lv4j2w4P8iKP+FfeMNP50zxpO4HRZs4/UkUvZw/mHzy7HqmaK8r+1fFPROZLa01WIf3cbj+WP5VLb/F37HIIfEGg3mnv0LAFh+oBodCX2dQ9qup6a6h1KsAQeCDUdrawWcAhtokiiHREGAKyNH8YaDrqg2GpQSMf4C2GH4GtwEEdayacdGaJp6odRRmjNIYUlLVLVDejTpzpyxtd7f3QkOF3e9C1BlrepYgEZHUVyWqeObezsdZligYyae4iXd92Vz0AxVWLQ9b0nwtf3LapnWpm8+SbbuXjogHp2rhGOtJaWkWv6Fc/Y1Ml08kUfmLLI3KlgOmPSuinSi3qzGdRo668+Jwh1LT9NgsBNd3Kxl9koYIW+8pA6EV3NzDZ6lBJZXSRSo64khbB4PqK8e8J+ILJki1K+g060Onq6oF2xyTyHp8o6cVtSWOseMNWtNa0qwn0SRcebczSkeao6DYOo+tVOkk+xMaja7nN+JvCer/DnVxr/h2SRrDd869dg/usO6+9eoeDPGlj4u0wTQkRXUYxPbk8ofUeo966F4FntjDcKsqsu1wwyGHfivEPF3hTUfh9rieJPDpcWO750Gf3eeqt6qaakq65ZfEDTpvmjse7A0tc34P8W2Xi3SUurchJ1GJoSclG/wAK6MGuWUXF2ZummroWiiikMKKKKACiiigAooooAKKKQmgBruqIzMQFAySe1eG+NPEl9498Rx+GdCLG0WTDuvRyOpP+yK3fip4zlgC+G9JYteXGFlKdVB6KPc1v/DnwVH4X0kTXChtRuFDSuRyo/uiuqnFUo+0lv0OebdSXItups+E/C1l4V0eOytlBkIBmlxy7eprfoxRXNKTk7s3SSVkLVHVJb2DTppNPt1uLpR8kTNtDH61epDSGeW5l8UeLbNNb/wCJdJBbvHJZsxBkLd1buMVx+vWNhH4huP7Pt/8AQ7OeKy+zRLkzd259eK9w1TRbHV4gl1CCynKSLw6H1B7VwNn4ZbR/HOm6ejrPbAyXrOw/ebiNvzHv7V106qOacGdLo+heFNWsYb+0022lRx1ddxBHUHPcVr6Z4e0nR5ZpdOsIbZ5v9YY1xmuKXULnw342KW2mXo0rUH/ep5eVST+8uOx716Bd31tY2r3N1MkUKDLO5wBWE+a+j3NY269CwTWF4g8X6N4bgL392iv/AAxKcs34Vw+pePdY8U3j6X4NtWKZw964wFHqKmsfBGh+G4zrHizUFvLv7zNcNlQfYd6uNJL4/uJdS/wleTxZ4x8YuYfDmmmxsycfa5uuPxqSL4aafAf7Q8Xa3LeS9WEkm1B+dY3iL4zLErWnhy0VIwNomdcYHsteXarr+qa1OZb+9mmJPRm4H0FdtPD1JbLlX4nNOtBb6s9quPH/AIG8KoYNItIpnXj/AEeMf+hGuX1L436vPldPsYLZezOS7V5ZRXTHB01q9TGWIm9tDqL74h+Kr8nfq86Kf4YsKP0rEm1nU7k5m1C6kP8AtTMf61SordU4LZGTnJ7skM8zdZXP1Y0gmlHSRx/wI0yiq5UTdliLUL2E5iu50P8AsyEf1rWtPGviSxYGDWbsAdmk3D9awaKl04PdFKUl1PRNN+MniSzIFyLe7Qdd67SfxFdfY/GHQNWjEGt6Z5QbgkqJErwyisZ4SlLZWNI4ia3PfpPBngjxWn2nQ7xLW4PIa1kxg/7tVjb+P/BPzQy/23pyfwty4H8/514hb3VxaSiW3mkicchkYg16D4c+L+s6UUh1IC+thwS3DgfXvXPPDVIrTVeZtGtF76M9R8O/EzR9akFrcsbC+6GGfjn2NdqrKy5Ugg9xXmvl+CviXbboikF/jOV+SVT/AFrM8/xd8N5AJ9+r6ID9/q8YrilSi3ZaPszpjUa31R6/TSeM1jeHfFOl+JrMT6fcBmA+eM8Mh9xV7VL+PTNOmvZgTFCu98dl7mudxadmbKSaujE1u7tPEfh2/stOuI55XDRlFlCMpBwfpiuI+GmqeKJ9Rm0+5nivLC1cwylmyyY6YPcUa5b6J4l11bXwxCW1C5w9xewsVSFe5OO9aK2t18NLjT0iu1udLuphFIrxgOrHvkda6opRg49Wc7u5X6GV460GbSpjqCeHLS6hLmRp7VnSRD6nFdh8NbvVL3wz5+pJIgaQmASHLeX2yT1rsCqSx4ZQysOQRkEUqIsaBUUKo6ADAFYyq80OVo0VO0rodiobq2hu7eSCeNZIpFKsrDIIqekxxWS0NTwPXNK1H4WeK49V0ze+lTtjb2x3Rv6GvadB1u01/SYdQs3DRyLkjup7g07WtHtdc0uawvIw8Uq45HQ+orxXQNRvvhh4zk0jUGZtMnYYY9MHow/rXX/Hh/eX4nP/AApeTPe6WooZUmiWSNgyMAVYdxUtch0BRRRQAUUUUAFFFFACVznjTxPD4X8PzXjkGZgUhT+81dC7qiMzEAAZJNeD61cXHxL+Ikem2zE6batgkdNoPJ/GtqFPmld7Iyqz5VZbmp8LfC8+r6hL4s1cGR5HJgD9z3b/AAr2UDFQWVnDYWcVrboEiiUKoHYCrFTVqOpK46cORWFooorM0CiiigBMVUFhAuovfbcztGI9x7KOw/Orea5nxh4wsvCemmaY+ZcvxBADy5/wpxi5OyFJpK7LPiXxPpnhjTzdX8gDf8s4x95z7V53aaRr3xLu11DWnksNDU5itlOC49/8aseHfCl1rt2fFfjN+AN8NtIcJGvYkf0rnvHvxTkvvM0rw+xhsx8rzrwX9l9BXbSpO/LDV9+xzTnpeWx0viHx9oXgiz/sjw/bxS3KDGE+6h9z3NeMa14g1LX7trnULp5WJ4Un5V+grMJLEkkknqTRXo0cPGn5s4qlVy9AoooroMgooooAKKKKACiirjaVeppSam0DCzdzGsmOC1JtLcErlOiiimIKKKKBhRRRQIkt7ia1mWaCV4pFOQyHBFer+EPi66Kmn+I1E0B+UXGMkD/aHevJKKyq0YVF7xpCpKD0Pe9Y8EB2XxL4HvBDc/6zyo2/dyj0H+FafhjxxaeJopdC12AWup7TFLBIMCTscf4V434O8dal4Tu1EbGayY/vLdjxj1Hoa9b1TRtG+JOjx6zos4g1OIZSVeGVuu168yrScHae3RnbTqKWsfuO10XQNN0C1+z6dbJChOTjqfqatX2nWmpRLFdwJMiuHUMM4I6GuC8FeN7kXp8NeJV8jVYfkjkbgSgf1/nXo4PFck4yjLU6YtSWgAYAA6CnCkpRWZYUUUUAFcZ8RPCEfinQn8tQL2AF4X7k+n412dNIzVQk4PmRMoqSszyn4TeLZZo38N6kxW6tsiLf1IHVfwr1cV4n8TtBn8N+ILbxXpYKBpAZgvQN6/jXqnhnXYPEWg22owEfvF+Zf7rdxW1eKaVSPUzpSafI+hs0UdqK5zYKKKKACg0UyRwiMzHAAyaAOB+Kvig6F4bNrbvi7vcxrjqF7mk+FHhYaH4eW9nTF5egO2eqr2FcM2/4jfFfby2n2bfhsU/1Ne7ogjRVUAKowAOwrqq/u6aprd7nPBc83IkFFFFcp0BRRRQAUHpRmq19eQWFnLdXMgSGJSzMewoWoN2MrxV4ls/C+jSX10wJHEcYPLt2FcJ4T8O3GuX7+M/FbAD79tBIcLGo6MRVbR7S4+Jfip9c1FCuh2TlbaFujkf55rF+Kfj37dK2gaVJts4TtmdP4yOw9hXdSpO/JHfr5HLOatzS26Gf8RfiLL4infTdNcx6XGcEjgzEdz7e1ed0UV6tOnGnHlR585ubuwooorQkKKOpwOtT3Vnc2UgS5gkiZlDAOuMg96V0FmQUUUUwCiiigDS0DRrjX9Zt9OtlJeVsE/3R3NfS134M0+48G/8ACPCMLEsQVGxyHA+9+dcp8H/CH9maUdau48XV0P3QPVU/+vXqOK8XF4hynaOyPSw9FKPvdT481TTp9J1KexuUKywuVYGqle3/ABl8I+fbr4htI/3kQCXAA6r2b8K8Qr08PVVWCZxVqbhKwUUUVuZBRRU9vZ3N2JDbwSSCJd7lVztHqaTaW4WuQUUUUwCtvwx4ov8AwtqiXlk525xLET8si+hrEoqZRUlZjjJxd0fQup6dpXxP8Nxappcgh1OEZRxwyOOdre1WfAHjKe/kk0DWwYtYtPkO7jzQO/1rxTwb4tu/CWspdQktbuQs8WeHX/GvXfF+ix+JNLtfF/huTGoQKJFZOrqOcH3FeVWo8j5JbdGd1OpzLmW/U9OBp1cv4I8Vw+KdESfhLuL5LiLurDvXUCuCUXF2Z2RaaugooopDCkpaKAM3XNJg1vSLnT7hQ0cyFeex7GvIPhrqk/hXxheeFdQYiOSQiPJ4Dj0+or3A1478YtCktLmy8T2I2yxOFlYdiOVNdOHalenLqYVlb310PYgeKWsPwprkfiHw5Z6gh+aRBvGfusOorcFc7Ti7M2TuroKKKKQxK474k6//AGB4QuZI32zz/uYvqf8A61djXh/xRupfEXjnTfDlsdwjK7wP7zH/AA/nW2HhzTV+hlVlaOh0vwb8P/2b4bbUpUxPetkE9dg6V6XVaws47CxgtIRiOFAij2FJfwz3FhPDbTeTM6EJJjO0+tRUnzzbZUI8sbFrNFebG6+IPhv/AI+IINbtV/ji+WTH0rQ034oaNcSi31JJ9MuehS5TAz9ar2Mt46iVRdTuqKiguIrmBJoZFkicZVlOQRUhrI0EJryrx5qNx4q8RW3g7S3PlkhryRegHpXb+MfEEXhvw5dX7EeYF2xL/eY9K47wRYp4Z8LXvirWD/pl2DMzN1C9QPxrelGy5/uMaju+Uh8f+IbbwT4Yg8PaQRHcyR7cr1Re5Pua8GJLEkkknnJrT1/WbjX9ZuNQuWJeVyQP7q9hWZXsYel7OOu7POq1OeXkFFFFdBkFFFanh7Q7rxDrMGn2qktI3zN2Ve5NKUlFXY0m3ZHW/C7wU3iLVxfXcf8AoFqwJz0kbsK9g8a+BrLxXpflhFivIl/cSgdPY+1begaLa6BpEGn2iARxLgn+8e5NaRBNeFWxMp1OZdD1KdCMYcrPj/VtIvNF1GWxvoTHNGcEHofce1Ua+ofHHgez8W6cQQsd9GD5M2O/ofavmvVtJvNE1KWxvomjmiOCD0PuPavUw2JVVW6nDWoum/IpV1vw98Kv4o8RxRup+yQHzJ29h2/GuViieeVIo1LO5AVR1JNfT3w98Kp4X8NxRMo+1zgSTt7nt+FLF1/Zwst2GHpc8rs6qGJIYkijUKiKFUDsBUlAFFeGeqQ3VtFeW0tvOgeKRSrKehBr5X8aeGpfC/iKeyYEwk74X/vIelfVxzXDfE7wj/wknh1pbdM31oDJER1Yd1rqwlb2c7PZnPiKXPHTc+aaKCCpIIwR1rS0LQr7xDqcdjYxF5HPJ7KPU17bkoq7PMUW3YdoGg33iLVI7GxiLux+Zuyj1NfSfhXwVp3hrRTZJGsssy4uJSOXz2+lP8H+D7Lwnpa28Ch7hxmabHLn/CukxXjYnFOo7R2PSo0FBXe58w/ELwhJ4W19xEh+wzkvC3p7fhXH19W+MvDEHinQJrKQATAFoX/utXy3f2M+m381ncoUmiYqyn1Fd+Er+0jZ7o5MRS5JXWxWooorsOcK9I+FXjQ6LqY0m9kP2G6bCljwj/4GvN6VSVIIOCOQRWdWmqkeVlwm4O6PcNft5Ph74zh8QWQP9k3zbbmNeik9/wCtesWtzFdW0c8Lho5FDKw7g15p4O1O3+IHgSfRtQIa6hTy2z1/2WqX4X6xcWsl54U1FiLqwc+Vu6sma8arBta7o9GnJJ6bM9MooFIa5ToFpc1xU/xL0aw1Oew1CK6tZYnKFniJU+4IrUg8ceG7iBpU1e22qMnL4I/Cr9nLsTzx7nQZrM8QaVFreh3mnygFZoyBnsex/OsbSfH2k65rf9m6es83BJnCHyx+NdX1pWlB6hpJHjPwf1SXTNZ1LwzeEqysWjB7EcMP5V7OOleGePYH8JfE6w16EFYbhw747no36Gvb7eZLi3jmQ5R1DA+xrfEJO011MqLteL6EtFFFcxuRTyrDBJK5AVFLEn2rxH4awt4l+I2pa/MC0cRZ1J9ScL+lei/EfVP7K8DajMrYeRPKX6txWH8GNL+x+D2vGXD3cxb/AICOB/Wumn7tKUu+hhP3qiR6T2rhvGnxFg8JXcVn9ikuJ5F3A52qv1NdxWTrMGh3EXlauLMq3acqP51jTtze8ro0ne2jscVa6n458TRCSxl02wgfowfzGApZPhXJq8qzeItcnvXHOEUKKmk+HemSMbrwzq8uny9QbeXcn5ZrW8NW/i+y1FrbW7m2u7JU+S4QYcn0IreU7fA7GSjd+8rnS6fYw6bYQWVuu2GBAiD0Aq0eKBVHWdRj0nR7u+lICQRM5/AVyq7Zu9EeaeKmbxl8R7Hw7ESbKx/e3OOhPXH+fWsr4zeIhGLbw5aNtjjUPMF6f7Ira+GkP2XRNX8W6gf3t47ybm7IMn+f8q8U13VJdZ1u71CViWmkLDPYdh+Veph6alUt0j+Zw1ZtR82Z9FFFemcIUUUUDFRGkdUQFmY4AHc19IfDHwWvhvR1u7qMf2hcrl8jlF7LXB/CPwR/aN4Ndv482sJ/cKw++/r9BXvIGK8nG4i/7uJ34ajb3mKBiloorzjtEIzXIeOfA1n4u048LFfxqfJmx+h9q7CkIqoTcHeJMoqSszw34Z/D27h8TT3msWxRbB9qKw4d/UeoHWvcl4pAuCeKUVdWrKrLmkTTpqCshaKKKyNApGGRS0hoA8E8efDa9fxnH/Y9uWt9QJbgfLE38WfQd69V8HeDrHwnpgggUPcuP305HLH/AArpdvfHNKBW08ROcVF7GUaMYy5kAGKKKWsDUaRXkXxg8F/arf8A4SCxj/fRDFyqj7y9m/CvXqjnhSeF4pUDxupVlPQitaVR05KSIqQU42Z8aEYorsPiJ4Qk8K+IHEan7DcEvA3p6r+FcfX0FOanFSR5EouLswoooqyTpvAXiNvDfii2uSxEEh8uYdtp716j8QYW0DxDpXjOxH7sssdxt/iU9/yrwivf/Cs6eOfhbNpk7B7mGMw88ncBlT/KuDFQ5ZKp8mdVCV04npNpcx3dpDcRMGjlQMpHcGpjXn/wl1h7zw0+m3JP2nTpTCwPXb2/w/CvQa8mpHlk0ehCXMrlK/t7BoJJb2CBo1BLNIoOB+NeVaV4c03x14rl1KPTooNDtDsTauPtDev0r0rxNop8QaHPpwuHgEuAXXrjPIq3pWl22j6bDY2kYSGFdqgfzq4VOSOj1JlDmeuwtjpllpsIhs7aKBBwAigVcFFFZNt7lpW2PPPjFo41Hwe12q5ksnEmf9k8H+laPww1j+1/A9iWbdLbr5Dn/d4H6YrpNYsV1LR7yycZWeFk/MV5P8FL1rXUNZ0SU4ZGEiqexB2t/SumPvUWuxi/dqp9z2XNFJRXLc21PJ/jlf7NI03TlODNOZGHsox/M16D4UsBpnhbTbTGDHAufqRk15P8UidW+JejaSOQqxgj/efn9BXt6jaoA6Cuqr7tKMfmY09akmZPijWP7C8O3moAZeJDsHq3auJ0H4dW+uWEereJZ7i7vboeYVMhVUB6AYrrvGmjy654VvbK3/1zLujHqRyBWH4R8e6XdWMWnalMmn6lbKIpILg7MkccE8VMOZQvHccrOXvbGVrPgGfwxBJrHhS/uYJbceY9s7lkkUckV2/hbW18ReHbPUguxpU+dfRhwR+dZPjDxnpOlaHcpHeQ3F5PGY4YInDMzEYHA+tW/AWlTaN4OsLS4G2fZvkHoWOcfrRO7heW442UrR2Olrzn4v6g8fh620qE/vtRnWMAdSoOT/SvRjXlXiL/AInvxl0XTvvQ2EfnOO2ev9BSoL3r9h1X7tu4vxDuE8L/AAytNGgIV5kWDA9MZavBK9R+Nup/aPEdpYK2VtodxHu3/wBYV5dXr4OFqd31POxErzt2Ciiiuo5wrofBvhe48V6/FZRAiFSHnkA4Rf8AGsK2tpru5jt4I2kmkYKiKOST0r6f8A+EIfCWgpAwVr2bD3Enq390ewrkxVf2UbLdnRQpc8vI6LT7C30yxhs7WMRwxKFVR6VbpKWvDbu7s9VK2gUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFIaWigDnfGXhi38VaBPYygCbG6CTHKP2NfLN/ZXGnX89ndRmOeFyjqR0Ir7HIryH4xeC/tdv/AMJDYRfvoVxcqo+8n976j+Vd2Dr8kuSWzOTE0uZcy3PDqKKK9k84K9M+C+smz8Ty6c7Yju4+Af7y/wD1s15nWp4c1FtK8R6feg4EUyk/TOD+lZV4c9NoulLlmmey6YP+EZ+NN3ZfdtdVi8xB23df5hhXqoryv4p/6BqHhvxJFx5NwqOw/unn+Wa9SicSRq6nIYAivDq6qMj06WjaHmsbSfEdrq+o6jYwxyJLYyCOTf3z3HtWwa8k1YeIdN+KF/b+HfsyzajbrIxuPujHBI9+KmnBTuipz5dT1vNN81N+zcu70zzXnH/CG+ONU51Txg1uh6x2aEfrxW34b8A2vh7UDf8A9o315dFSpaeTII+lDhFL4hqUm9jriMivDtOH/CPfHqaH7sV5K4A7Ycbh+te5DpXiHxRU6V8S9F1ReN3lsT7q+D+la4bVuPdGdfZPse2UVV+2R/3xRWHs2Xznjc//ABM/2gVB+YQyKPptTNe414f4R/0v466pKefLec/l8te4VvidHFeRFDVN+ZRv9X0/TCi315BbmT7vmuFz+dc9quk+C/Ex33osJpf+eqSBX/McmtjWvDOkeIRGNTs1uPLzs3EjH5V5pr/gLQIPGui6Za2rRQXIdpgkh5A6VFJRfVplVG10Ox0XwL4Q0m7W5srWCScHKPJJvKn2zXYAV5Brng3TvDPiXw3/AGZJcq1xeYdWlJGFwa9fFKr0d73HTfSwHpXlngz/AImnxX8UaieVtz5Kn05x/wCymvUZW2xsx6AZry74R/Pb+JNRbrNeE5+mT/WnT0hJk1PiSPKfiBfG/wDHOqy5yFmMa/8AAeK5qreqzm51e9mPWSd2/NjVSvepK0Ejy5u8mwoorsfh54Ok8Va6vmqRYW5DTN6+i/jRUmoR5mEIuTsjuvg/4I8tR4j1CL52GLVGHQd2/wAK9kAqOGCOCFIokVEQBVUDAAqWvn6tR1JczPWpwUI2QUUUVmaBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFRTQpPE8UihkcFWU9CKlpD1oA+YPiJ4Qfwrr7iJT9huCXgbsPVfwrj6+rfGXhmDxToM1jIoE2N0L45Vu1fLd/Yz6bfTWdyhSaFyrKa9vB1/aR5Xujy8RS5JXWxWozg5HWijvXY+xzo988V/wDE8+CkF59544opc+44P8zXceD73+0PCOlXJOS9smT7gYNcN4XP9pfA24iPJS3mX/vkkj+VbvwmuPtHw80/JyYzIn5Oa8GqrRa7M9Sm7yT7o7eud1Lw0954t07XIrgRG1RkdNuS4PauiqhqusafosAn1G6jt4mO0M5wCfSueLaehu0upeApwrkJviZ4Rh66xE3+4Caq/wDC1/CzyrHFczSMzBRthbv+FV7KfYn2ke53NeOfHa3xb6NeDqkjpn8j/SvYEcSRq46MMivMvjhFv8JWsmOUuh+qmtMM7VURX/hs53/hO/8Apt+tFeRbj/eNFe17GB5/tmevfDb978XddkPULP8A+jBXuBrxD4ZfJ8V9dU9ds3/owV7fXj4r4/kd+H+H5nI+JNW8VWmpJDoWkRXcATc7yPt59BXHXVp45m1qDxRdabD5ln8iWcb5LKepr16is4VeXRIuUOZ6s8xsW1vxl4v02/vdJk0+x03c483q7kYr04VyHiPWb3TvF/h+0hlC2t47rKuOpA4rrxSqO9mENLlfUG2adct6RMf0rzT4U5TwBqsw6tPK2f8AgIr0rUhu0y6A7xN/I15r8LDu+HOpqOommH/joq6f8N+qJn8aPB5jmeQ+rH+dMp0v+tf/AHjTQM178dkeU9y5pWmXOsalBYWiF5pmCgenvX1L4T8N23hjQ4bCBQWAzI+OWbua434TeCf7I08axfR/6ZcL+7DD7if/AF69QArx8ZiPaS5Vsj0cNS5VzMWiiiuE6gooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAQivIfjB4L+1W/9v2Mf76IYuFUfeX1/CvXsVHPCk8LxSoHRwQynuK0pVHTkpIipBTjZnxpRXYfETwjJ4W19xGp+xXBLwt2HqK4+voKc1OPMjyJRcXZnvXwt/ffCzUIjyAZ1/Nf/r1o/Bd93gXb/dupB/Ks74UDZ8MtRY9C0x/8dq98FRjwQ59buT+lePW+36noUvs+h6PVHVNHsNZhWHULWO4jRtyq4yAavVBeXlvY273F1KsUKDLO5wBXIr30Ol26mbD4S8Pwfc0eyH1hB/nVuPR9MiP7vT7RMf3YVH9Kh07xBpmq2El9Z3aSW0ZIeToBjrVbT/F+g6nefZbPUoJZ84CBuT9PWqfOT7qN0AAYA4rzv40LnwKT/duEP869EBrzz4zsB4DcetxH/WqofxETW/hs+dMUUvHrRX0Fjxj17wN/o3xt1mE8bjOP/Hgf6V7ea8Psf+Jf+0DOp4E0jf8AjyZr3CvDxXxJ+SPXobNeZy3ijRNe1aeA6TrTafGoIkAXO41gf8K98QTf8fPjC9I77BivRiyqMkgD1NY9/wCLNA03Iu9WtI2HVfMBP5Cs4Tna0UXKMd2ea6x4Tk8L+I/Dd7Jq13fNJeiM+e2QufT869jFecap8RfBmp3dpbtFPqMscytD5cJIRs8NzivRY2DIrDoRmnVc2lzIVNRTfKJcJ5lvIn95SP0ry/4Rc+Htdsm6x3bgj6jH9K9TYcYry34c/wCg+OPF2lNwDP5qj23H+jCnT+CXyFP4keFXsZiv7iMjlJWX9TXefCzwUfEGrDUbyP8A0C1bOD/G3YfSsy88K3erfEq+0a2TBa6ZmbHCoTnP5Gvo3Q9HttC0m30+0QLHEoGf7x7k134nE8tNRjuzloUbzu9kaCIqKFUAADAAp9JRXknoC0UmaNwoAWiqN7rGnacu69vre3H/AE0kC1zt38T/AAlaEhtWSQj/AJ5KW/kKuNOUtkS5xW7Oworzib41eFoz8gvZf92ED+Zqufjj4d7Wd/j/AHF/+Kq/q9X+Uj20O56fRXmsPxs8MSHDx30f1iB/k1bNl8T/AAlekBdVSIntMpT+YpOhUW8RqrB7M7GiqlnqdjqEfmWd3DOnrG4b+VWtwrNprctNPYWikzRmkMWijNFABRRRQAUUUUAFFFFABRRRQAUhpaKAOc8Y+GYPFOgzWMgAlxuhfHKsOlfLd/Yz6bfTWdyhSaFirKfUV9jEV5D8YfBf2q2/4SCxj/fRDFwoH3l/vfhXdg6/I+WWzOTE0uZcy3LXgT/QfgveTtxuiuG/mBWv8HoTF8PrViOZZpX/APHiP6Vk3n/El+BAQ/K0lqoA93I/xrrfh9afYvAmkQkYJgDn/gXP9azqu8ZPuy6a95Lsjpq8/wDiOv2/UfD+jyuVtLu7/fYONwA6V6BWD4q8MW/ifT0gkleCaF/Mgnj+9G3rWFNpSuzWabjocn8QI4NP0fTvDOkxrAdRuFjKRDHy9zVfxp4U0nw/4Vtr2wt0gvLOWPZKnDMc85PetfQ/AN3a68mr61rEmp3EC7YAy4Ce9QX3hzxN4m1yNdaltYNFtp/MjhgJLS4PG6t1NJpJmTi92ju7KRpbGCRvvNGpP1xXnfxtl2eDIk/v3S/oDXpKKEQKBgAYFeS/Ha426Rpdvnl52bH0GP61GHV6yKrfw2eGZNFdd/whkvofyor3OeJ5fIzsfHH/ABKfjTpV/wBFl8lifxKn9K9vBrxr442bRz6PqaDG1mjLeh4I/rXrOk3g1DSbS8U5E0Sv+Yrxa2tOEj06ek5IoeJfDFn4psUs72SdIlcP+5faT7dK4zxL8MvDum+Eb+XT7E/aooi6SyOWbjnvXpF3ObazmnWNpDGhYIvVsdhXnF14t8W69ay22neEpY4ZkKF7ltvBGKik59HoVUUeq1Or8GLZTeFtOura2hi82BSxjQDJxz0roRivJ9D8JfEK20mHThrFpp1rHnCoNzgH3xXovh/T7vS9JitL2/a+nQktO4wWyc0qsUndO46bdrWNU15Wx/sX46qT8sep2/5tjH81r1SvL/izA9hd6F4ihHzWVyFcj0JB/pTofFy9xVVpfsd3Y6BY2Or3uqRR/wClXePMc+gHQVqVDa3CXVpDcRnKSoHUj0IzVfVNYsNGs3ur+5jgiUZyxrN3k7dS9Erl7NZmr+ItJ0K387Ur2KBewY8n6DrXj/iv4z3VyXtvD6GCLp9okHzH6DtXld5e3WoXDXF3PJPM3V5GyTXbRwMpaz0OapilHSJ7Nrnxyt4y0Wiae0pHHm3Hyj8FHP8AKvPNW+I3inWGYTanJFGf+Wdv+7X9Oa5YKzEAAk+grotG8C+Itcw1npsvlnpJINq/ma7o0aFHVnK6tWo9DnpJZJXZ5JGdz1LHJNN/CvXtL+Bl2+G1PVIovVIVLH8zXWWXwZ8L22DOLm5b/bk2j8hUyxtKOiGsNUerPnSlwa+pIPhx4Stx8uiwN/vkt/M1bHgjwwBgaHZf9+hWTzGPRGiwcu58oUc19XP4G8LyDDaHZfhGBWbdfC3wjdA/8SsRE94pGXH60LMIPdCeEl0Z80QXVxayiW3mkikHRkYgiux0b4reKdIKq92t5CP4Llc8fXrXoeo/A7SJlY2F/c27dhJhx/SuJ1f4O+ItODPa+TfRj/nkcN+Rq/b4erpIn2VaGx3mg/GrRr4rFqkEtjKf4/vx/n1H5V6LY6lZalbrPZXMU8TdGjYEV8iXmn3mnTNDd20sEi8FXUirGka7qehXIn027kt3zztPB+o71nUwMJK9NlwxUk7TR9fZpa8U8PfG8rsh12zJ7Ge3H81/wr07R/F+h67GGsdQhdiOULYYfga8+pQnT3R2QrQnszdopoYEZBzS5rI0FopBS0AFFFGaACiikzQAtFJmop7qC2jLzypGoGSXbAoC5LUcsaTRPFIoZHBVlI4Irh9e+LHh3RwyQzNezj+CDkZ9z0rnfCPjvXPG3jOKBQtppsCmWSNBkt2AJrZYepy8zVkZOrG/Ki98X3VdC0rQ7VQpurpFVB2UcAfmRXpFjbraWMFugwsUaoPoBivMdY/4qP40afYr80Glxea/pu6/zIr1UDFFTSEY/MVPWTYtNLqDywH40kriONnbgKMmvKNP0C7+IVxqGtXWr3drAk7RWccDbQoXvUQgpavYuUraI9ZyKK8g0TxB46f7RpemW9vfjTpTFJcznBkx0HXrXbeF9Y8R6lczxa1o62CxKMOGzvPtVTpOPUUaiZ1VeJfGaU33izQ9MTkgZx7uwH9K9szXh2qH+3/j1bQD5o7WVQfQbF3H9a0wvxOXZEV37qR6l/YEPoKK3dvvRUe2l3H7KJwvxd0z+0PAlxIoy9q6zD8OD+hNTfCnU/7R8CWYLZe3LQt+B4/Q11Wq2MepaTdWUoyk0TIfxFeR/Be+ksNW1XQLg4dTvAPqpwauPv0GuxMvdqp9z2g9K5DX/iHo+hXj2JWe6vU6wQISa6/tXnetxJofxQ0zU2RfJ1GM27kjo46VlSSbszSo2loZbeNfFviDWF0jTdPi0qWSPzFa75bb64q74Zn1rQPHsuj67qTXpvrcSwyHhQy5yAP89Ku+OoZNO1vQfEECEmC4EE+0ZyjVP440m9urzQtZ0uBpbqyuRuVepjbr/n3rbmi0klZMzs1rfY7cVgeNNGGu+E9QscZdoi0fsw5FbyElQSMEjkUpGQR61zRfK7m7V1Y4H4b63NqPgTyUwb2wDQlW9R0z/KvC/E+v6vrerTNqszNJG5URdFTB6AV6zp5Pgr4r3Fk/yafrHzx+gc//AF/51S8VfCm81nxq9xZMkNjcDzJZD/C3fAr0KM4U6jlLZnFUjKUUl0PGoYZZ5FjhjaR24CqMk16L4a+D+sasEn1JhY2x52sMuR9O1eu+GfAmi+GIVNvAslzj5p5Blifb0pviT4gaH4aVluLgTXA6QRHLfj6VVTGTm+Wkghh4xXNUYaD8O/Dvh9VaGyWacf8ALab5jn+QrV1PxFo+iRFr6+ggA/hLDP5V4V4i+LuuasXisCLC3P8Ac5cj61wNxcz3cpluJXlkPVnYkmlDB1KjvUYSxMY6QR7xq3xt0W1LJp9rPdsOjfdX9a4+++NuvTk/ZLa2tx2yCxrzLtTkjeVtsaM59FGa6o4SjDdGDxFSWx18/wAUvF05ydTKeyRgVTb4g+K3OTrVz+GB/SsyDw9rNz/qdMu3B6ERGrg8FeJWGRo13/3xV8tBdhc1V9yzH8Q/FcZyNauD9cH+ladp8XPFlsRvu4p1HaSMf0rnpfCXiGEEvo92Mf8ATMmqE2mX9v8A66zuI/8AejIo9nQl0Quequ56tpnxznVgupaYrju0LYP5Gu80T4m+GtaKot2LeVv+Wc/ynP1r5jIIODwaO9ZTwVKXw6GkcVNbn15faXpWvWuy7toLqJhwSAfyNeYeJvgpDIHn0C48t+vkSnI/A15noXjbXfD0gNleuYh1ic7lP4V674a+Mml6gEg1dDZznjzOqH/CuV0a9DWDujdVKVXSR4rq/h3VtCnMWoWUsJH8RX5T9DWajtG4dGKsOhU4Ir69I03XLPn7PeW7D2YVxGufB3QNR3SWRexlPPycr+VawxyelRGcsK94M8e0r4heJ9IwsGpyPGP4JvnH612Wn/HLUIgBf6bFN6tG201lav8ABvxFYFmtDFexjpsOD+Rrjr7w7rGnOVu9OuYiO5jOPzrblw9XXQzvVge12fxv0KUYubO7gPc4DD9K2Ifi34TlAzePHns0Zr5pKlThgQfQ0VLwNJ7MpYqaPqAfE7wkRn+1UH4GmSfFPwlGP+QmrfRTXzFRU/2fDuH1ufY+jLn4y+F4QfLe4mP+xHWFffHW0XIsdJmY9jK4H8q8QpVRnOEUsfQDNWsDSWrE8VUex6Hqfxk8S3gZbbyLRT3Rdx/M1xeo67quruWv7+e4z2dzj8ulWNP8Ka7qbAWml3L57lCB+ZrtdH+CuuXhV9Qnhs4z1H3mqr4el2JtVqHmVe6fCTTE0Lwnfa/djZ5oLAn+4o/rW9ofwm8O6QVkmia9mH8Ux4/KqXxS1H7Jotr4c01VW4v5FjWNBjCZ9K5q2JVb93A3p0XS9+W5F8J7SXULjV/E9yP3l7OVjJ/ug/4/yr0+srw5pMWh6DZ6dEABDGAfc9z+davSuCrLmm2ddOPLFIyvEgvG8O36WEZkumhZY1HqRXmeheM5fB/hyPR9T0C/t5IY2CyhNysxycn869g60yWGOZCkiK6nqGGRRCokrNXFKDbumec/DLXtGj0Ly5dQgW/uJnmmjdsMCT05r0dGWRQ6MGU9COa5vVPh94a1bJn02NHP8cXyH9K3rCyi06xhs4M+VCoVcnJwKKjjJ3iEFJKzH3My21tLM5wsaFifYDNeLfCeFtZ8e61rkgzt3HP+07E/yBr0D4l6uNJ8EX7hsSzr5KfVuv6ZrH+DWk/YfB5vHXD3shkz6qOBWsPdoyl30Il71RI9G/Cikz7UVy8p0DiOK8K8Q58F/GG31JRttbtg7EdMNw3+Ne615p8ZNCN/4aj1KFcz2T7iR/cPX/GujDStPlez0MKy9266HpKsHQMCCCMgisPxR4bi8R2dvE0xhkgmWaORRkqQazvhvrw17wfaOzZngHky+uR0P5V1rqGQqehGKzacJW7FpqUSArF5KpOUYLjl8dR3pr6hYxffu4EA9ZAK4m++F1pcm5l/tXUTJJuKKZjtUnp+FcLY2vhXTvD9y2vQTz6xbTNbm285t0rjpgZ6HitI0oyWjIlOUeh7fa6nY3sjR2t5BM6jLLHIGIHvirleZ/DTwXPpdxNr94htZbpcRWaE4jQ+vqa9LrOpGMZWizSDbV2cN8TvDz6toAvrQf6dYHzoivUgdRWn4M8Sx+IfC8N71njXZOg6hgK6V0V1KsMgjBFeRAv8N/iAQ2RomqtnPaNzWkPfhydVsZy92XMYHjX4r6ne3E+naYj2MCMUdj/rG/wrzCSR5pGkkdndjksxyTXqvxc8H/ZrhfENggNtPjzgo4Vj/F+Nc14U+G2s+J2WbyzaWR/5byr1/wB0d69OhOjCnzLQ4asakp2OORGdwqKWY8AAZJrtPD/wu8Ra6FkaD7Hbn/lpOMEj2HWvbPDXw80Lw3GrRWwnugOZ5hlvw9Kva94x0Pw3Gft97GsgHEKHc5/AVjUx0pPlpI1hhox1mzktF+DGhWIV9QkkvZB1BO1fyrt7Lw7oumRhbXTraFV7hBXkmufG+6lLR6NYrCnaWY7mP4dBXn+p+NPEWrMTd6rcMp/gVtqj8BULDV6us2U61KGkUfUUuq6XacS31rFjs0iiqreK9AU4OsWWf+uy18mPPLKcvI7fU5plWsuXWRP1zyPrqPxHok3Eeq2TH0Ey/wCNWc2F8MA284PuGr49DMvQkfSrEOo3tuQYbuaMj+65FDy/tIFjF1R9S3/grw5qakXOlWxJ/iVMH9K47Vvgno1yGbT7ma0fsCdy15Zp3xH8U6YQI9VlkQfwzfOP1rttI+OVwhVNW01ZB3kgbafyNQ6GIpfCyva0Z/EjnNb+EniPSgzwRpexDvD97H0riLm1uLOUxXMEkUg6q6lTX07onxE8N67tSG/SGY/8sp/kP68Vynxp0aO48P2+qwxrvgkwzKOqn3rSjip86hURFShDl5oM8b0nxFq2iSiTTr6aDB6K3B/CvRdF+N1/BtTVrJLlR1kiO1vyrzDTrCXU7+GyhKiaZtqbjgE+lWtW8O6vocpj1Gwngx/Ey/KfoeldVSlRm7SWphCdSOqPoTSfip4X1MKGvPssh/hnGP1rqIb7TdTj/c3NtcIeysGr4/qaC8ubZswTyRn/AGGIrmll8XrFm6xb+0j6wuvCug3uftGlWsme/lisaf4X+EbgknS0T/cYivArTxx4msgBBrN0AOxfI/WteD4teLYQA18kn+/EtZ/U68dpFfWKT3R623wg8JE8Wso+kppV+EPhJTk2krfWU15evxl8UKOWtj/2ypH+Mnilhw9uv0iFL6vie4/bUOx69b/DPwlbkFdJiYj++Sa2bXw5otiP9H021jx3EYr57n+K/i6cEDURGD/cjUVjXnjHxFf5FxrF24PbzCBTWDrS+KQvrFJbI+orrV9J0yPNze2sCjs0gH6VyOq/F3wzpwZYJnvJB0ES8fma+c5biac5lleQ+rNmt3wZ4Yn8U6/DZopEKndM+OFWq+owguabF9ZlJ2ij6D8K+KbnX9In1i7tVsrJcmIMckqOpNch4Rik8aePbzxPcqTZWhMVoG6Z9am8e6iYrex8EaCMXFwFRwn/ACzT3rvfDehweHtDttOgAxGvzH+83c1yNqEW11/I6FeTs+hrAVDeXUVlZzXM7BYokLsx7ACp64f4opq8/hQ2ulWktwJZALjyvvCMcnA75rCC5pWNZO0bi+AL/UdVtNR17UJnFrdzE20LHiONeM/pXR6Hr1nr9pJc2JZokkaPcwxkj09q82vvHumTeDY9E0RZbfUJNlmtvKu1o88E12Ej2vgTwEFQjFtBhcfxyH/Emtp09djOEzq1dXztYHHHBp2a5P4f6bdWPhtJ76R2u7xjcSBj93d0FdNdXEdray3ErBY40LsT2AFYSVpWNE7q5458Y9Rk1TXdL8O2xJYsGcD+8xwP0r1vRtPTS9Gs7GMYSCFYx+ArxnwLA/jH4nX2vzqWgtnLpnkAnhR+Ve6Cuiv7sY0+xlR1bmGKKWiuW7NxKr31nFfWM9rMoaOVCjA+9WaQ01pqJq54Z8PryXwb8QL3w5eMVgnbYhbgZ/hP4ivcga8h+MXh+SM2viaxUia3YLKV64B4Nd94M8RR+JfDdtfKwMu3bKvow61011zxVRfMxpe63Bl3xBqraLolzqCW0lw8SZESdWNcR4Q8GT6hq0nizxJCn2+4YSQ220YiHYketelMoYYIyK4nx1rWp2l9ouj6PKsFzqM5UzEZ2KuCazpyduWPUuaV7s2vEvirTfCtpHNfO2+Y7YYY13PIfQD8RVLw/wCPNM1+9NiI7izvQNwt7qPYzD1HrXP/ABIifTtV8MeIZQJIrG6EdxkcYbHP6Gl+JslrAmh6jbMBqi3SG2KfedTjI+lXGnFpLuS5yTfkekdawvFvhu38T6FNYTACQjdFJjlG7GtqFi0Ss3BIBIqSsE3F3Rq1dWZ5j4B15pfP8H+Io1N7aHbGJhkSoOnXrXcaxreleGdO+0X88dtAowi929lHeuX+IPg6XVEj1vRyYtYs/mRk4MgHb61T0vUdM+J/hiXStUQRalAMSKfvI4/iWuhxjO0+nUxTcfd69DiPFfxi1PUy9toqtY23Tzc/vGH17V5pNPLcStLPI8kjHJZzkmtbxJ4av/DGrPY3sZ4OY5APlkX1FX/D3w/8QeIyr21m0duf+W83yr+Hr+FerTVGlC8djgn7ScrM5eprazub2URWtvLPIeixoWP6V7xoHwW0exCy6tM9/MOSg+SMf1Neg2em6Xo1tstLS2tIlH8CBRWFTHxWkFc1hhG9ZM+c9N+FnizUQG/s77Mh73DhD+XWujtvgXq0gBuNVtIj6KjN/hXqOqfEDwxpBK3OqwmQfwRHe35CuYuvjd4fiYi3tbyfHfaFz+ZrH2+Jn8KNPZUY7swD8BrjH/Ifiz/17H/4qqlx8CtXQEwaraSnsGRl/wAa3f8Ahe2m5/5BF1j/AH1q5bfG/wAPyECe0vIfU7Q38jT58Wt0HLh2ecX/AMJfFtkCyWUdyo/54ygn8jiuUv8AR9S0tyl/YXNsw/56xla+k9P+JfhPUWCx6rHE5/hmBT+ddEH0/Vbfg291Cw9nBoWNqw+OInhqcvhZ8fAlTkEgjuK2IvFWsR6VNpbXsktlKuDFKdwH0z0r3vXPhR4a1gM8Nt9gnPR7bgZ/3eleVeJPhNr2iB5rVRf2w/iiHzAe610QxVGro9zKVCpBaHDWtzJZ3cNzEcSROHX6g5r6z0y7sPEGi29wPJuIpYwWU4YDI6Gvkh0aNijqVYHBB6iren6vqOkzCXT76e2f1ikK1WJw/tUnF2ZNGt7NtNH0VrHwq8LaqWdLI2kp/jtjt/TpXEal8CblMtpurpIOyTx4P5j/AArF0n4z+I7EKl4sF8g7uuxvzH+Fdnp3xx0icAX9hc2zdymHH9K5OTFUttTo5qE99Dz69+Evi60yUsEuFHeGVT+hxWLP4K8T2xIl0K/GO4hLD9K+gbP4m+EbwDbq0UZPaVSn8xWzB4n0K4GYtWs3HtMtH1yvH4oh9XpPZnyw3h/WUOG0q9B94G/wpU8O61IcJpN830t2/wAK+rxq2muMi9tz/wBtBQ2raagyb62H1kFV9fqfyi+qw7ny9b+BvFNyR5eg33Pdoio/XFbVl8IvFt3gvZxWynvLKP5DNe+T+KtAtRmbV7NMesy1lS/ErwssywQ6iLmZztWO3RnLH0GBUvGVntEaw9Jbs4DTfgTMxDalq6qO6QR5P5n/AArrZoND+FPheeW2BeeThPMOXlfsPpXW6lrdppOjvqV85ghVNxD8H6Y9a808P6befEbxJ/wkerxlNJtmxaW7dHx3rH2k6i5qj0NOSMNIbmv8OPDVzvm8Ua0C2pXx3IGHMaGvRxTVVVUKoAA4AFOrmnNzd2bwjyqxHNPFbxmSaRY0GMsxwOafww9RWJ4s0BPEvh+404ytEzgMjqSMMOmfUVg/D7xJc3kM2gaxlNY075HDHmRB0YetNQvHmQOVnY19f8E6H4iTN5Zos4+7PF8rg/UVyJ+HOuf2jZWdxrb32gwzCUxTH5xjoPcV6j2oxTjVnFWJdOLY1VVFCqMADAFedfF/xH/ZXhsadC+Li+OzAPITvXoc8yQQvLIQqIpZiewFeE2gk+JPxRadgW02zbIHbYp4H4mtMPG8uaWyJrSsuVbs9F+GHh06D4RgMqbbm6/fS56jPQflXbCmIoRFVRgAYAHan1jOTlJyZpGPKrBRRRUlBRRRQBT1LT4NT064srhA8UyFWBHrXifg7UJ/h/48uNAv2YWdw+1WboD/AAt+Ne715x8VvCB1rSRqlkn+nWY3fL1Zf/rV0UJrWEtmY1Yv4luj0UHIBByDXLeN/D1xrNjbXWnsE1PT5fPtie57qfrisn4XeMB4g0YWV0/+n2gCuD1Zexr0Cs5J05lpqcTyHxL4m1HxT4fbw4vh+8XVJmVZQ6fJGQQcg/hXo1joduNM0pL+CO4ubGJQkjjJVgoBIrX2LnOBn1xWR4h8Sad4b09ru+mC/wBxB95z6AU3NytGKJUeXWTOc8Ta1qvhTxFBqk8xm0KcCKWPH+ob+97121rcw3ltHcQSK8UihlYHIINeX2Wh6v8AEa8XUtf8y00ZTm3s1OC49Wrf8KaRq/hnWLnSmzNoeDJbzO3MX+zVTjHltfVCjJ3v0O2xXm3jbwbeW1+PFHhj91qMXzSwpwJR34r0kMGAIIIPcUEVlCbg7o0lFSVjhfDPiDQ/HttEL+zgOpWhy9vOoJRumRntXT6trWmeHrH7Tfzx20A4XI6n0ArjvGPgCWe8Gu+G5fserR/MQhwsv/16raN4t03xbbSeHfFdottqI+Vo5RgMfVSehrdwUvejt2MuZx0e5i+IfjfgtDoVnnsJ5/6LXmWseLdd11yb7Up3Q/8ALNW2oPwFdV4z+Fl/oLPd6YGu7Drxy6D3HevOyCDgjBr08PTo2vA4a06l7SDJ9aKKK67GAUUUUAFXbDWNS0uUSWN9PbsO8bkfpVKik4p7gm1sen6B8aNXsikWqwrexdC4+Vx/Q1634d8b6H4miH2K6UTY+aGT5WH4V8q1JDPLbyrLDK8cinIZGwR+NcdXBQlrHRnRTxMo76nqvxt0KK11Cy1S3hVFmUpJsXALDnJ96830XRLzxBf/AGGwVXuChdUZgN2Ow960dS8a6vrGhDStRlFzGjh0kcfOuPeqvhXVTovijT9Q3YSKYb/908H9K0pRqU6VuqJm4ynfoN1HwvrelORe6bcxY7lDj86yirLwwIPoRX17a6ppmqRA291bzqR0DA/pVa98K6DqOftOlWjk9/LAP6VyRx7XxRN3hE/hZ8lUAkdOtfS918KPCdzkixaIn/nm5FZsvwU8Nufklu0+jg/0rZY+l1RDws0fPgkcdHYfjQZHPVmP4175/wAKP0HP/H7d49Mip4vgr4ajPzyXcn1cD+lH16iH1aoeBWVldaleR2tpC808hwqKMk17p4U8G6X8P9KbXdfljN6FzluRF7L6mtOeHwh8MLSS6jhUXUi4Rc7pH9h6Vg6boGs/EbUo9X8Rb7XSEO63sxkbx2J/xrCrXdRdo/maU6XI+7IrW11P4qa2t5eLJa+HLZ/3cXTzq9dtbWG0to7e3jWOKNQqqowABRa2sFnbR29vEscUahVVRgAVNXDUqc2i2OuEOXV7hWZri6o+lTLo7RLen7jS/dFV/EniW08MWUd3eRytE0gQlFztz3PtWjY31tqNpHdWsqywyLlWU5zUpNe8VdPQ4BfFnjXRPl1vw59qiHWezbP6VznibxXpF9eW3iHSZnsNdsj88FwhTz4+6nsa9rwCKztQ0DStUQre6fbzg93jGfz61rGrFO7RlKnJq1xnh3XLfxFolvqdsfklXkHqrDqPzrUqrp2nWmlWUdnZQrDbxjCovQVX17WbbQdIuNQunCpEpIH949hWVry900TstThPi54rOnaWui2bk3l58rBTyqf/AF62Php4VHhvw1G0yAXlyBJMccj0FcD4F0i68c+MbjxNqik20Um5FboT2A+le5qoAwBxXRWapxVJfMxppzlzsUUtGKK5ToCiiigAooooASmsoZSpAIIwQafRigDwjxlo158PvF0PiPSVIsppMuo6A91Psa9h8Pa7a+IdHg1C0cFJF5Xup7g1NrGk2utaXPYXcYeGVSp9vce9eI6Xf6h8KPGD6ffb5NJuG+92K54Ye4711r9/C32l+Jzv91K/Rnvh6Vx8vgS3vvFkmtancSXiLg29vJ9yP8O9dVaXUN7ax3FvIskMihkZTkEGp+K5lKUdjZpSGALGgAAAA6DtXm3ijxHdeJdZ/wCEU8OzAE/8fd0p+4vcCrfxN8QahplpbWFmDbpet5cl633Yh/jVU/DmKy0e0vvDt2U1aBd63G7InJ5Ib2NbU4qK5pddjKcm3yoZpmral4Av4tJ16R7nSZTtt7487D6NXpcUqTRrJGwdGGQwOQRXJaLfReM9FudP1rTmiuIT5VxG68bvVTTNT13R/hzo9lZHzZVLbI4wdz7e5+gqZrmdralRfKvI7MiuU8WeBdM8Uw75F8i9Qfu7mPhge2fWtvSdZsdbsUu7C4SaJu46j2Poa0KzTlB6aFtKSPIbXxL4i8BTDT/E9u17pn3UvEG4ge//ANerereBvDHju0OpaHcxw3LDOY+hP+0vavTLu0t72BoLmFJYmGCrjINecat8Mbiwu21LwjfvY3Gc+QWOxvauiFVN3TszGVN2tujyDxD4I1zw3I32y0ZoR0mjG5T/AIVzte8Q/ETUdGYaf410Z0X7v2iNNyN/SpbjwX4H8bRG50m5jhnYZ/cMAc+613QxUo/xF80csqCfws8Cor0jWfgzr1iWfT3ivYh0AO1/yNcRqGgatpbFb3TriHHdozj8+ldUK9OezMJUpx3RnUUUVqQFFFFABRRRQBLDdXFuwaCeSNh3RiK3bLx14lsABDq1wQOgdtw/WsS2sbu9kCWttNO3pGhb+VddpHwr8UaoVLWgtYj/ABztj9KxqOkvjsaQVT7JatvjD4pgADTQSj/bjroNH+K3i7V7gW9no8FzIT/ApwPxrU0z4Q6Fo0Iu/EGoCULyQzBEH+NWrj4haBooGmeFNM+23P3VWCPCZ+vU1wTlRlpThc6oqovikdvpF3qq2BudfFpakDcVjbhR7k1x2vfEt7m6Ok+E7Zr++Y7TKF+RPeqMXhPxb41lW48TXpsrEnItITgkehr0LQvDWl+HbUQadapGO74yzfU1yvkhq9WdC5pK3Q4/w18OHN6Na8Uzm/1FjuEbHKRn+tejKoVQqgADgAU6kJwKxnNzeppGCjsL0qJbiJ5mhWVDIoyyg8j8Kq2+s6bd3ElvBfW8k0Z2siyDIP0riPF+m33h7WV8XaPvkC4W9t8k709QKcYXdmKUtLo768s7e/tZLa6iWWJxhlYZBrzCa31P4Yakbm1El34cmbMkXVoM9x7V6NousWuuaZDf2cgeKQZ9we4NXJ7eK5geGaNXjcYZWGQRTjJw0ewSjzK6K+l6paaxYRXtlMssMgyCDV3tWB4d8K2Phk3QsTII7iTfsZsqnsBW8TxUStfQpXtqNkdY0LuQFAySe1eFeLNYu/iN4uh0DSSTYQv8zjo2OrH2ra+J3jeWWb/hF9EYyXUzBJ3j6jP8I966n4eeCY/CukB5lDahOAZn/u/7IrpppUo8736GE37R8q2Oi0HRrXQdIt9PtECxxLjP949ya1KQUtczbbuzdK2iCiiikMKKKKACiiigAooooASud8X+E7PxZo72lwoWZcmGXHKN/hXR4pCKcZOLuhNJqzPCvB3iq/8AAGuv4a8Qhlsi+Ec8iPJ4YHupr3GKVJolkjYMjgFWByCPWuX8b+CLPxfppjcCK9iBME4HIPofUV5v4Q8Z6j4F1U+G/EyyC0VtschGfK9we6/yrqlFVlzR+LqYJuk+V7HtGpaba6rZS2l5CssMgwysK4nRrPXPB2uxaSkct/oVwx8mQctb+x9q72C4iuoEmhkWSJwGVlOQRUmBXOpuKcWauKepnatqdnoemXGo3TKkUS7mI6sfT615T4S1Wz13xxLqviPdDdTLjT4Z1xHsPoTwTXceK/CV34o1TT1mu0XSIG3z2+CGkbt+FaPiLw9o2p6I9vqMKJbwJlZB8piwOoPatISjFW6siak3fscX4x01PAjr4n0Kb7MGmVLizz+7mBPYdjXpcFwstrFO3yK6hvm4xkdK8i8BeGP+EttE1HWtQvry1srlktoZW/duF6NV34p6rdajKvhnSWw8UJvLtlP3EQZAPp/+qrlDmkoX1XUmMuVc3Q9XBzS1zfgW7e78EaXcTSM7mAbnY5Jwcda0tK13T9ae4WxnEpt5DHLgHhq5nFptGykmkWruxtb6Bobq3jmjbgq6giuD1b4SaRcSm50mefS7nOQYWO3P07fhXotJiqjUlHZhKClueUC0+Jvhji3uLfWbVf4X+/j8ef1pw+Kr2h8rxJ4Zu7Y9GZUyv4bsfzr1XFMkhjlUrJGrqeoYZrT2sX8Uf0M/ZtbM8v8A+Ei+GGu/8fUNtFI3XzYNh/MUh8HfDHUvmgvLZCf7l5t/Qmu1vfBXhvUMm40azYnuIwp/SsS4+EfhCc5FhJEfWOdx/WrVWK2bRLpy6pMxD8JvBc3MWpyAf7Nypo/4VD4QTl9Tmx73Cirz/BXwyx+SW/T6TD/CkHwU8OA/Nc6g3sZh/hVe2/vsn2X91FP/AIV78ObLm5v4mx/fvR/Q0vmfCrReR9hkYeimU/1rUh+DvhKIgvb3MuP79w39MVr2fw78KWZBi0a3JHeQF/55qXVi95NlKm+iRyZ+K3h+3/0fQdEurqToqxQBB+mTTf7c+JHiL5dO0mHSoG/5aT/eA/Hn9K9NttPs7NNltawwqO0aBf5VZAqPaxW0fvK9nJ7s8vtfhTc6jMLjxPrlzfPnJijYhfzrutI8N6ToUIj0+xihA/iC/Mfqeta2KWolVnLRsuNOKGgUtITjmsbRfE2na/PeQ2Tv5lnJ5cquu0g/T0qEmyrpaGq9xFHKkTyosj/dUsAW+gpzKHUq3IIwa4H4m6XdR21n4n03P23SH8wgfxR5+Yf57Zrr9D1e313RbXUrZsxzxhsf3T3B9wapwtFSRKlduLPG/E/guz8M+Klu7g3Eej3r8XELkNbOT/KurXRvGmkW4bSdWt9asHXIhux8zKfRq73VdLtdZ02axvIxJBKu1gf51x3guPWvD+q3Hhq+hluLCIGS0vMcBP7pPrW/tXKOu6MnTSfkzkvCeo654e8aGyOhXdvY3r5e3ALLG3dlPTFe1jkZpNo64pc4FY1KnO72NIQ5Fa4HivNviT8Ql0OFtI0p/M1SUYYrz5QP/s1HxC+JMWhq+laQwm1R/lLLyIs/zb2qh8Ovh1LFMviHxEplvpDvihk5KE87m/2vbtWtOmoL2lT5Iic3J8kSz8M/h+2loNc1hN+ozDcivyYwe5/2jXqAFIBgU6salR1JXZrCCirIBRRRUFBRRRQAUUUUAFFFFABRRRQAUUUUAJXMeMPBmn+LdPMVwojuUB8mcDlD/UV1FIRTjJxd0TKKkrM8E0bxFrvww1f+yNaikm0wt8pHIA/vIf6V7ZpOr2Ws2Md5YzpNC4yCp6exqHXvD2n+ItOez1CBZEI+Vu6n1Brxi90fxN8LNTN7psjXOls2WGCVI9GHY+9dVoV12l+ZjeVLzR75WB4v0K48R+H5tNt7s2rSEEtj7wH8Jqh4R+IGleKoFWNxBeAfPBIec+3rXW1ztSpy13Nk1NGDPLp/gvwozhFjtbKHhR3I6D6k1yfg7Qp5/DOr6/qa51DWY5HORykZB2j/AD7V6Df6da6naPa3sCTwP95HGQae8CLZtCigIE2qo7DHSnGdlbuS4Hk2meJX0j4O6dDbHdqF0XtYFHXcWPP4Cu/8GeHk8N+Hbez6zkb537s5615z8OvCeov4gaXWIHjtdKZxbROMAuxzkV7OK0rNL3Yk0k3qxaKKK5zYSjvUF7PJbWc00ULTSIhZYl6ufQV5vD4113VvH+k6P/Z82lw5aS4SUAtIoU/kMirhTcr2IlNR3PUKKbnAri9U8eyRaxNpejaRcapcW/8ArzEQFQ+mfWlGDlsNyS3O1ornfDPiyDxF58Jt5bS9tzia2mGGX3+lXte1608O6VJqF6T5acBV6sewFHI72BSVrmpRXnknxKvLSOO81Dw1fW2muQPtDYO0HoSK7y3uY7q2juIXDRSKGVh3BpyhKO4KaexPmgGvM7G/8VeNpr270vVI9L02CdoYf3YZ5CvUnPatjwFr2p6k2p6bq7JJeadN5TTIMCQetN02lclTu7Ha0UlLWZoNIrzDxJG3grx7aeIoQRp2okQ3oXordmP8/wA69RxWZr2i2mv6TPp14m6KVcZ7qexHvV05cr12InG60LbCG8tSCFkhlTB7hlNee/DTdpmueJfD0TmSzsrkPAeyhs/L/L9aZa+GfHun2v8AZNprdp9gX5Y53QmRE9PrXWeFfCtr4YsZIopGmuZ28y4uH+9I3rVvljFq97kq8mnY38cUYFLmszWde0/QbJrrULlIo1Hc8n2ArFJvRGjdtzQd1jUszBVAySTjFeS+OPifJJM2ieGA01052NcIM4PovqfesTWfFviH4i350nQIJYLEnDt03D1Y9h7V6H4J+Hmn+FIVncLcagw+aZh932X0rqVONH3p79jBzlU0hsYnw/8Ahmuluus64BPqT/OqMciMnufVq9PAFKBS1hUqSm7s2hBRVkJS0UVBQUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAJUc0EdxE0UqK8bDDKwyCKlooA8j8WfCYic6n4YlNtcqd3kg4BP+ye1UPD/AMUtT0G5GleLLWUFDt88rhh9R3r2rHFYuv8AhXSPElsYdRtUkP8ADIBhl+hrpjXTXLUV0YSpNO8HYt6XrFhrFqtxYXMc8ZHVGzj61erw7Ufh54n8HXLX/hi9lmhHzGNThgPQjoa09B+MhhkWy8S2L28w4Myrj81NEsPdc1N3QRq20noevYpRWdpeuabrMAm0+9hnUjPyNyPwrQB5rnaadmbJp7DqKKSkMQ151ov/ABNPjHrd31TT7ZLdT6Mev8jXorVzfhnwudA1DWLx7jz5dRuTMTtxtHOB+pq4SSTIkm2jo2HGM15Z4a1i08G69r9nrm63e5u2ninZCRIhJxz+NepsDtIHFeajWdV0e6vbPxBolxqgEzNaTxxBwUPQe1VS1TRNToyp4W1dNZ+LOoXlpG6WzWwGWGN2OhrvPEXh228RW1vDdSukcEyzYXuR2NYfgbRLyK7v9e1O3FvdXzDy4P8AnlGOgq38Q7nUrbwnONKjme5lYRjyVywB6kVU3eolEUU1B3MTxv4gh1Syl8L6JCb6+nAjYx8pCPUmuz0DTW0nQLLT3fe0ESoW9SBXnvh7WbnQrBLfTPBOoM+MySuVDO3ckmvRdGvbvUNLiuL2yaynbO6BmyV59aKicY2WwQabuZ17paT6ZLpug30emyrJukaAAlc9cjsTXG+Hob/wP44i0Oe4W8ttUDSiYrh949a2NU8Ja1Z+JbjW/DV9FC92oFxBOMqxH8QqxoXg++j13+3tfvxeX6oUiVFwkQPoKcWlF3e4mm3tqdmKcKaOlLXObi0hoJxUU9zDaxNLPKkaL1Z2wBQBLUcsscMZeR1RFGSzHAFefeI/i9ouk74dPzqFyOB5fCA/WuK+z+OviTNmUvZaax4BBRMfTqa3hh5NXlojGVZLSOrOt8V/Fuw00vZ6Mv268+6GXlFP9a5jSfA3iTx3erqniW5lhtScrG3DEegHau98K/DPRfDYSZ4xd3g6zSjOD7DtXbKoAwBxVOrCnpSXzJ9nKeszN0bQdP0GyW00+2SGMdSBy3uTWmBS0Vzttu7N0raIKKKKQwooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigApMUtFADcVha94P0PxFEVv7GNpO0qjDD8a36TFOMnF3QnFPRniupfCPWNHnN54Y1WQFeRGzFWH4jrVe3+IvjPwpIIPEOmPcRrxvdcE/8CHBr3LFQ3FrBcxmOeFJEPVXUEV0LEX0qK5i6NtYuxwujfF/w3qQVbmV7KQ9pRlc/UV2lnqthqCCSzvIJ1PeOQGuV1j4V+F9WLOtkLSQ/wAVsdn6dK428+C+pWLmXQ9dII5VZAUI/wCBL/hRy0ZbOwuarHdXPZ+tLXhot/ix4e4jee9iX/bWb9DzT0+LHi7TDs1XQA2OpaJ4z/hR9Vk/haY/brqj2+kwD1FeQW/x2teBd6LNGe+yUN/MCtOH43eHHx5lvexn/cB/rU/Vqq6Fe2pvqem4FGAa89X4y+FGGTLdD6wmnN8Y/CY6T3J/7Ymp9hU/lH7WHc7/AAKOK84l+NfhhB8iXjn2iA/rWdcfHTSkyLfS7uQ9tzBf8aaw1V9Be3p9z1jFBrxSX41azeEppnh4ZPTJaQ/oBUR1r4ra/wAW1lNaRt/EIhEB+Lc1f1WX2mkL28eh7ZLPFboXllSNR1LNgVy+r/EjwxpAYSakk0o/5ZwfOf04rz2L4WeL9aYPrmulQeoaRpW/nium0n4M+HrEq96019IOvmHap/AUezox+KV/QXPUlsrGDqPxk1HUpTa+HdIkZzwHcF2/IVSg8E+OvGUom12/e1t252SNkgeyjivZdO0XTNKiEdhY29uo7RxgVfAo+sRj/DjYPZN/GziPDvwv8P6Dtla3+2XI/wCWs4zg+w6Cu1RFRQqqAo6ACn4orCU5Td5M1jFRWglLRRUlBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUh6UUUAw7U1uooooBAelUNS/49X+lFFaUviMap4X486yfU15oepoor3qPwnm1NxR2+lL2oorRmYg610PhP/j//ABoorOWw47n0P4a/49U+ldGKKK8Sv8R6lHYcKWiisEdAtLRRS6iCiiimAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAf/2Q==)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Name** | **黄子恒** | | **Student No.** | **20216573** |
| **Class** | **软英2101** | | **Supervisor** | **郑瑛楠** |
| **Lab Name** | **Yangzhou APP** | | | |
| **Semester** | **2022-2023 academic year Spring semester** | | | |
| **Schedule** | **Week 8 to Week 15** | | | |
| **Submission Date** | **2023-06-08** | | | |
| **Grade** |  | **Examiner** | | **郑瑛楠** |
| **Evaluation Time** | |  |

**Software College, Northeastern University**

摘 要

**Yangzhou APP**是一个旅游服务应用，旨在为游客提供全方位的扬州旅行体验。

在架构方面，本项目采用MVVM架构，其中模型负责存储核心的应用程序数据，视图定义了用户界面的显示方式，而视图模型处理用户输入并更新模型。使用Combine框架的Publisher和Subscriber模型来处理数据的变化，实现视图和模型之间的双向绑定。

在数据存储方面，该项目应用了iOS的沙盒存储技术来实现数据的本地存储。通过getDocumentsDirectory()方法获取应用文件夹的路径，并利用getImageFromCache()和loadImageInToCache()方法从缓存中高效地获取和加载图片。另外，initMyself()方法用于应用的初始化设置，而通用的加载函数load()用于加载和解析指定文件的数据。项目还使用了JSONEncoder将用户数据编码为JSON格式并存储到名为"UserInfo.json"的文件中，实现了数据的转换和持久化存储。

在界面设计方面，该项目使用SwiftUI的核心特性和技术进行界面设计。采用声明式语法与组件化设计，实现了清晰、简洁的界面描述，便于维护和扩展。数据绑定和状态管理使得界面和数据之间的同步变得简单高效。同时，通过利用SwiftUI提供的丰富组件和布局系统，能够快速构建吸引人且具有响应性的用户界面。除此之外，该应用还实现了与系统自带软件的交互功能。通过点击按钮，应用能够唤起系统地图并导航至目标位置。这个功能依赖于MapKit框架中的MKPlacemark和MKMapItem类，用于表示地图上的特定地点和标注点。通过导入MapKit框架，应用与系统地图实现了无缝集成，为用户提供导航功能。

在功能方面，本项目主要由四大部分构成：主页、登录注册页、信息页和个人资料页。登录注册页提供滑动浏览欢迎页，负责处理用户登录和注册流程，包括输入验证和数据存储。主页有模糊搜索、地图导航和卡片介绍，以及分类介绍等功能。滑动页展示图片、标题和地图导航；模糊搜索功能则监听输入变化并根据输入内容展示匹配的文章列表；地图导航使用UIViewRepresentable协议，配合SwiftUI中的UIKit的MKMapView展示地图标注和中心位置；而卡片介绍则附带喜欢和评论的交互功能。信息页为用户提供表达意见、申请活动、入园码查询和权益维护等功能。最后，个人资料页则显示用户的个人信息，以及已访问和收藏的景点列表。

**关键词：**沙盒存储技术、SwiftUI、JSONEncoder、数据绑定、状态管理
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**第1章　绪 论**

## 1.1 项目背景

扬州，作为笔者的家乡，是一个诗一般的地方。它身怀古都荣耀，是隋唐的广陵郡，是明清的扬州府；它是文人墨客笔下的“烟花三月“，是“最春天“的江南城市。在众多新城拔地而起的当今，它守着完整的江南古韵，成为最适合居住的城市之一。它拥有丰富的历史文化和自然风光，因此吸引着大量的游客前来探索和欣赏。这座城市拥有悠久的历史，可以追溯到2500多年前的春秋战国时期。在历史上，扬州曾是中国重要的政治、经济和文化中心之一，留下了许多宝贵的文化遗产。

扬州以其精美的园林和古建筑而闻名，这些景点展示了中国传统园林艺术的精髓。其中最著名的是瘦西湖，它是一座典型的江南水乡园林，以其秀美的自然景色和独特的园林设计而备受赞誉。个园、何园、二十四桥等园林也是扬州不可错过的景点。扬州还有许多历史建筑和文化遗址，如扬州城墙、广陵故城和瓜洲古镇等。这些地方见证了扬州的辉煌历史，游客可以通过参观这些古老的建筑和遗址，深入了解扬州的文化和历史。

扬州被誉为中国的美食之乡。这里有许多独特的传统菜肴，如扬州炒饭、扬州炖鱼头、文昌鸡等，以其独特的口味和精致的烹饪技艺吸引了众多美食爱好者。晨曦徐徐拉开了帷幕，带着清新降临人间。古运河畔，伴着婉转的小调、清脆的鸟鸣，人们闲散地漫步于秀美古城，袅袅炊烟唤醒了沉睡的味蕾。“早上起来日己高，只觉心里闹潮潮，茶馆里头走一遭。拌干丝，风味糕，蟹壳黄，干层糕，翡翠烧卖，三丁包；清汤面，脆火烧，龙井茶叶香气飘。“

**Yangzhou APP**是一个旅游服务应用，旨在为游客提供全方位的扬州旅行体验。对于初次来到扬州的游客来说，他们会面临诸多问题和挑战，比如不了解景点的具体信息、如何最佳规划行程、如何有序参观并出示入园码以及如何提出意见或投诉等。Yangzhou APP可以帮助游客解决这些问题。通过Yangzhou APP，游客可以轻松获取各个景点的详细信息，包括开放时间、门票价格、交通路线等，帮助他们更好地了解每个景点的特色和历史背景。扬州app还提供了便捷的入园服务。游客可以在应用中查询门票，并获得电子入园号码。

## 1.2 市场现状

1.2.1 旅游业现状

在新型冠状病毒疫情结束后，扬州旅游业迎来了新的发展机遇和挑战。疫情期间，扬州采取了严格的防控措施，保障了游客和居民的生命安全。随着疫情逐渐得到控制，扬州旅游业逐渐恢复活力。首先，扬州积极推动旅游业的复苏和发展，通过加大宣传力度和市场推广，吸引了更多的游客。旅游景点和文化遗址如瘦西湖、个园、大明寺等重新开放，吸引了大量游客前来观光和游玩。其次，扬州加大了旅游基础设施的建设和改善，提升了游客的体验感。城市道路的改造和美化、公共交通的便利化以及酒店和景区的设施升级，使得扬州成为了更加宜人和舒适的旅游目的地。此外，扬州还加强了旅游业的多元化发展，推动了旅游与文化、体育、休闲等产业的融合。举办各类文化活动、体育赛事和特色节庆，提供了更多的旅游选择和体验项目，丰富了游客的行程。然而，面对疫情后的新常态，扬州旅游业也面临着挑战。旅游行业的竞争日益激烈，需要进一步提升服务质量和创新能力，以保持吸引力。同时，全球旅游市场的不确定性和旅游需求的变化，要求扬州积极调整策略，开拓新的市场和客源，以保持可持续发展。扬州旅游业在疫情结束后取得了积极的发展势头，但仍需要不断努力和创新，以适应新的形势和挑战，实现更加可持续和繁荣的发展。

1.2.2 现有官方软件分析“我的扬州APP”

“我的扬州APP”是一个市场上现有的综合性的官方软件，旨在为扬州市民提供各种生活服务。该应用集合了金融超市、电子医保、五险一金、信用额度、电子社保、健康商城、生活圈、房产专区、实时公交、健康扬州等多个功能板块，以满足市民在金融、医疗、购物、交通等方面的需求。

然而，目前该应用并没有针对外地游客提供的专门旅游服务板块。尽管扬州作为一个历史文化名城和旅游胜地，吸引了大量的游客，但在该应用中并未提供与旅游相关的功能和信息。游客在使用“我的扬州APP”时，无法获得针对旅游景点、交通路线、特色美食等方面的详细信息和指导。

鉴于扬州旅游业的发展潜力和市场需求，我的大作业“**Yangzhou APP**”专注于旅游服务板块。这样的板块可以包括扬州各个旅游景点的介绍、开放时间、门票价格等详细信息，以帮助游客更好地规划行程和了解景点特色。此外，应用还可以提供在线查询门票、搜索服务、特色推荐等功能，以提升游客的体验和满意度。

通过**Yangzhou APP**，扬州可以更好地满足游客的需求，提升作为旅游目的地的吸引力。此举也有助于推动扬州旅游业的发展，吸引更多游客前来游览、消费，从而促进经济增长和就业机会的增加。

第2章　相关技术

## 2.1 沙盒存储

2.1.1 技术概述

iOS 中的沙盒是一个较为独立和封闭的安全体系。每个应用程序在安装时会生成唯一一个文件夹。在该文件下存在着一个常见的媒体资源、代码、配置文件等。每个应用程序都只能被允许访问自己的沙盒，不能访问其它沙盒。下面是其主要沙盒存在的目录。

- 1.Documents 目录：应用程序主要和必备的数据文件写入到这个目录下。这个目录用于存储用户数据或其它应该定期备份的信息。用户自己保存的文件在documents文件里

- 2.AppName.app 目录：这是应用程序的程序包目录，包含应用程序的本身。由于应用程序必须经过签名，所以在运行时不能对这个目录中的内容进行修改，否则会使应用程序无法启动。

- 3.Library 目录：这个目录下有两个子目录：Caches 和 Preferences

Preferences 目录：包含应用程序的偏好设置文件。您不应该直接创建偏好设置文件，而是应该使用NSUserDefaults类来取得和设置应用程序的偏好.

Caches 目录：用于存放应用程序专用的支持文件，保存应用程序再次启动过程中需要的信息。

- 4 .temp 目录：这个目录用于存放临时文件，保存应用程序再次启动过程中不需要的信息。

以及最后一个非常不常见的NSBundle。该东西系AppName.app对外封装的一个隐蔽文件，但其内部是为普通的文件夹，即为AppName.app的内容。常使用如下方法获取到对象或文件：let path = Bundle.main.path(forResource: "lover", ofType: "mp3")

2.1.2 iOS沙盒特性

沙盒是每个应用的独立存储空间，应用不能越过沙盒去访问其他存储空间。所有的非代码文件，如图像、图标、声音、映像、属性列表和文本文件等，都需要保存在沙盒中。应用在沙盒中的存储目录包括bundle container和data container，后者用于存放应用数据和用户数据。data container会被细分为各个子目录来管理数据，同时应用还可以拥有额外的container，例如icloud container。每个应用请求的数据都要经过权限检查，只有符合条件的数据才会被许可访问。以下是一个官方开发文档中描述的应用沙盒目录的示意图。

2.1.3 iOS沙盒读存方法举例

**func** getDocumentsDirectory() -> URL {

**let** paths = FileManager.default.urls(for: .documentDirectory, in: .userDomainMask)

**return** paths[0]

}

getDocumentsDirectory函数用于获取文档目录的URL。该函数没有参数，并返回一个URL类型的值。在函数内部，通过调用FileManager.default.urls(for:in:)方法，传入.documentDirectory和.userDomainMask作为参数，获取文档目录的URL数组。然后，函数返回数组中的第一个元素作为文档目录的URL。

**func** getImageFromCache(str:String) -> Image {

**let** filename = getDocumentsDirectory().appendingPathComponent("\(str).jpg")

**let** imgData = **try**! Data(contentsOf: filename)

**return** Image(uiImage: UIImage(data: imgData)!)

        //self.getImage.append(Image(uiImage: t))

 }

getImageFromCache函数是用于从缓存中获取图像的函数。它接受一个名为str的字符串参数，并返回一个Image类型的值。函数内部通过指定的文件路径URL读取数据，并将其转换为UIImage对象，最后将其转换为Image对象，并作为函数的返回值。

**func** loadImageInToCache(str:String, uploadImg:UIImage){

**let** filename = getDocumentsDirectory().appendingPathComponent("\(str).jpg")

**if** **let** data = uploadImg.jpegData(compressionQuality: 0.8) {

**try**? data.write(to: filename)

    }

    print("\(str) has load into cache")

}

loadImageInToCache函数用于将图像加载到缓存中。它接受一个名为str的字符串参数用于标识图像，以及一个uploadImg参数表示要加载的图像。函数内部将uploadImg转换为JPEG数据，并将其写入指定的文件路径URL中，完成图像的缓存加载操作。最后会打印一条提示信息表示图像已成功加载到缓存中。

**func** initMyself() -> Bool{

    print("init sucess")

**let** sanboxfilename = getDocumentsDirectory().appendingPathComponent("Comment.json")

**if** !FileManager.default.fileExists(atPath: sanboxfilename.path) {

**for** s **in** commentData {

**let** imageNameStd = s.commentImageName

**let** path = Bundle.main.path(forResource: imageNameStd, ofType: "jpg")

**let** newImage = UIImage(contentsOfFile: path!)!

                loadImageInToCache(str: imageNameStd, uploadImg: newImage)

        }

    }

    print("init sucess")

    **return** **true**

}

initMyself函数用于进行初始化操作。它打印初始化成功的提示信息，检查是否存在名为"Comment.json"的文件。如果文件不存在，则遍历commentData数组，将其中的图像加载到缓存中。最后再次打印初始化成功的提示信息，并返回true表示初始化成功。

**func** load<T: Decodable>(\_ filename: String) -> T {

**let** data: Data

**var** flag=2

**if**(flag==1){

**guard** **let** file = Bundle.main.url(forResource: filename, withExtension: **nil**)

**else** {

            fatalError("Couldn't find \(filename) in main bundle.")

        }

**do** {

            data = **try** Data(contentsOf: file)

        } **catch** {

            fatalError("Couldn't load \(filename) from main bundle:\n\(error)")

        }

    }

**else** {

**let** sanboxfilename = getDocumentsDirectory().appendingPathComponent(filename)

**if** FileManager.default.fileExists(atPath: sanboxfilename.path) {

            data = **try**! Data.init(contentsOf: sanboxfilename)

        } **else** {

**guard** **let** file = Bundle.main.url(forResource: filename, withExtension: **nil**)

**else** {

                fatalError("Couldn't find \(filename) in main bundle.")

            }

**do** {

                data = **try** Data(contentsOf: file)

            } **catch** {

                fatalError("Couldn't load \(filename) from main bundle:\n\(error)")

            }

        }

    }

**do** {

**let** decoder = JSONDecoder()

**return** **try** decoder.decode(T.**self**, from: data)

    } **catch** {

        fatalError("Couldn't parse \(filename) as \(T.**self**):\n\(error)")

    }

}

load函数是一个通用的加载函数，用于加载指定文件的数据并进行解析。函数根据条件判断加载数据的来源，然后使用JSONDecoder进行解析，并返回解析后的结果。如果在加载或解析过程中出现错误，函数将抛出相应的错误信息。

**final** **class** ImageStore {

**typealias** \_ImageDictionary = [String: Image]

**fileprivate** **var** images: \_ImageDictionary = [:]

**fileprivate** **static** **var** scale = 2

**static** **var** shared = ImageStore()

**func** image(name: String) -> Image {

**let** index = \_guaranteeImage(name: name)

**return** images.values[index]

    }

**static** **func** loadImage(name: String) -> Image {

**return** getImageFromCache(str:name)

    }

**fileprivate** **func** \_guaranteeImage(name: String) -> \_ImageDictionary.Index {

        images[name] = ImageStore.loadImage(name: name)

**return** images.index(forKey: name)!

    }

}

ImageStore是一个存储和管理图像的单例类。它包含一个私有的图像字典images，用于存储图像对象。

通过调用image(name: String)方法，可以获取指定名称的图像对象。该方法会检查字典中是否已存在该图像，若不存在则从缓存中加载图像并存储到字典中，最后返回图像对象。

静态方法loadImage(name: String)用于从缓存中加载指定名称的图像，并返回加载的图像对象。

私有方法\_guaranteeImage(name: String)用于确保指定名称的图像存在于字典中。该方法检查图像是否已存在于字典中，若不存在则从缓存中加载图像并存储到字典中，最后返回图像对象的索引。

## 2.2 json数据转换

**do**  {

            // 将player对象encod（编码）

**let** data: Data = **try** encoder.encode(**self**.userData.users)

**let** filename = getDocumentsDirectory().appendingPathComponent("UserInfo.json")

**try**? data.write(to: filename)

        } **catch** {

        }

以上代码块将self.userData.users对象进行编码，并将编码后的数据写入名为"UserInfo.json"的文件中，该文件位于应用的文档目录中。在编码和写入数据的过程中，通过try?进行异常处理，以便忽略任何错误。

具体地，在do语句块中，首先使用encoder.encode(self.userData.users)对self.userData.users对象进行编码，并将编码后的数据存储在data常量中。

接下来，通过getDocumentsDirectory()函数获取文档目录的URL，并使用appendingPathComponent(\_:)方法将文件名"UserInfo.json"连接到URL中，形成完整的文件路径URL，并将其赋值给filename常量。

最后，使用data.write(to:)方法将数据写入指定的文件路径URL中。

**2.3 SwiftUI技术和特性**

SwiftUI 是 Apple 在 2019 年 WWDC 大会上发布的一套全新的应用开发框架，用于构建所有 Apple 平台的应用界面。这套框架基于 Swift 语言开发，整合了 UIKit、AppKit 和 WatchKit 等框架的一些优点，同时引入了一些全新的设计思路和技术。

SwiftUI 使用声明式语法，这使得代码更简洁易读，更易于理解和维护。在声明式语法中，我只需要定义用户界面应该做什么，而不是如何做。例如，我可以告诉 SwiftUI 我希望文本视图在界面上的位置，以及它应该如何看起来，然后 SwiftUI 就会处理大部分细节。

此外，SwiftUI 提供了一种全新的方式来设计和构建用户界面：一切皆组件。在 SwiftUI 中，所有的视图，包括按钮、标签、滑块等都是组件。甚至应用的主界面也是一个组件。这种设计使得代码更加模块化，更易于复用和测试。

本项目使用了一些SwiftUI 的核心特性和技术，以ContentView为例子：

**声明式语法与组件化设计**：在 `ContentView` 和 `test` 这两个视图中，我们可以看到 SwiftUI 的声明式语法和组件化设计。在 `ContentView` 中，我声明了两种不同的视图状态：用户已登录和未登录，然后通过 `if-else` 语句动态选择显示哪个视图。在 `test` 视图中，我使用了很多内置的 SwiftUI 视图，如 `VStack`, `TabView`, `ForEach`, `Image`, `Text` 等，并且用自己定义的 `FormField` 和 `RequirementText` 视图来封装一些复杂的界面。这些都充分展示了 SwiftUI 的声明式语法和组件化设计思想。

**数据绑定和状态管理**：在 SwiftUI 中，数据是一等公民。在我的代码中，有许多 `@State`, `@ObservedObject`, `@EnvironmentObject` 这样的属性修饰符，这些都是 SwiftUI 的数据绑定和状态管理机制。比如在 `test` 视图中，我将 `UserregistrationViewModel` 设置为 `@ObservedObject`，然后通过 `$userRistrantionViewModel.name` 和 `$userRistrantionViewModel.password` 将数据绑定到了表单字段上，这样当用户输入信息时，ViewModel 中的数据也会自动更新。

**用户交互和逻辑处理**：在 `test` 视图中，我使用了 `Button` 视图来处理用户的点击事件。在 SwiftUI 中，处理用户交互非常直接和简洁，我只需要在 `Button` 的闭包中编写对应的逻辑就可以了。在我的代码中，我在按钮的点击事件中进行了登录和注册的逻辑处理，并通过 `alert` 视图展示了的错误信息。

**样式和布局**：在 SwiftUI 中，视图的样式和布局都是通过修饰符来实现的。在我的代码中，我使用了很多如 `.font`, `.foregroundColor`, `.bold`, `.padding`, `.frame`, `.background`, `.cornerRadius` 等修饰符来调整视图的样式和布局。

## 2.4 与系统自带软件的交互

// ...

// 打开内置地图应用并导航到目标位置

**let** placemark = MKPlacemark(coordinate: **self**.coordinate)

**let** mapItem = MKMapItem(placemark: placemark)

                        mapItem.name = article.title

                        mapItem.openInMaps(launchOptions: [MKLaunchOptionsDirectionsModeKey : MKLaunchOptionsDirectionsModeDriving])

                    }) {

                        Text("导航")

                            .foregroundColor(.white)

                            .padding()

                            .background(Color.green)

                            .cornerRadius(10)

                    }

                    .padding()

// ...

通过点击按钮来唤起系统地图并导航到目标位置。具体的操作如下：首先，根据article的ID从locations字典中获取目标位置的经纬度，并创建一个MKPlacemark对象来表示该位置。然后，创建一个MKMapItem对象，将其初始化为包含上一步创建的MKPlacemark的地点，并设置name属性为article.title。最后，调用mapItem.openInMaps(launchOptions:)方法，系统将打开内置的地图应用，并根据提供的目标位置导航信息进行导航，使用驾车导航模式。

这个操作涉及MKPlacemark和MKMapItem，它们是MapKit框架中的类，用于表示地图上的特定地点和标注点。通过导入MapKit框架，可以使用这些类来实现唤起系统地图并进行导航的功能。

第3章 架构与设计思想

## MVVM架构

架构目标是使视图和模型解耦，使视图的代码更加清晰，易于测试，并且更好地支持响应式编程。这是一个基于MVVM（Model-View-ViewModel）架构设计的项目。MVVM是一种用于解耦视图（用户界面）和模型（数据）的设计模式，它在SwiftUI中被广泛使用。

在这个项目中，我设计了以下几个核心部分：

1. 模型（Model）：模型部分位于“Models”文件夹中，包括了Article、Comment、Issue等Swift文件，和对应的json文件。这些模型负责存储核心的应用程序数据。例如，Article模型包括文章的标题，内容，作者等信息。

2. 视图（View）：视图部分位于“Views”文件夹中，包括了ProfileView、ArticleView、CommentView等Swift文件。这些视图定义了用户界面的显示方式。例如，ArticleView会显示文章的标题，内容，作者等信息。

3. 视图模型（ViewModel）：在我的项目中，我创建了一个UserRegistrationViewModel.swift文件，这是视图模型的一部分。视图模型负责处理用户输入，并根据这些输入更新模型。例如，UserRegistrationViewModel处理用户在注册表单中输入的信息，并将这些信息更新到User模型中。

通过MVVM架构，我实现了视图和模型的解耦。当模型的状态改变时，这些改变会自动反映在视图上。例如，当用户在注册表单中输入信息时，UserRegistrationViewModel会立即获取这些信息，并更新User模型。然后，这些更改会自动反映在视图上，例如在一个用户信息的概要视图中。

## 3.1 ViewModel的示例：UserRegistrationViewModel.swift

以下这段代码说明了MVVM中的ViewModel是如何工作的，它监听用户的输入，处理逻辑，更新模型，然后将结果通知给视图。

**import** Foundation

**import** Combine

**class** UserregistrationViewModel:ObservableObject {

    // 输入

    @Published **var** name = ""

    @Published **var** password = ""

    @Published **var** passwordConfirm = ""

    // 输出

    @Published **var** isNameLengthVaild = **false**

    @Published **var** isPasswordLengthVaild = **false**

    @Published **var** isPasswordCapitalLetter = **false**

    @Published **var** isPasswordComfirmValid = **false**

**private** **var** cancellabelSet:Set<AnyCancellable> = []

**init**() {

        $name

            .receive(on: RunLoop.main)

            .map { name **in**

**return** name.count >= 4

            }

            .assign(to: \.isNameLengthVaild, on: **self**)

            .store(in: &cancellabelSet)

        $password

            .receive(on: RunLoop.main)

            .map { password **in**

**return** password.count >= 8

            }

            .assign(to: \.isPasswordLengthVaild, on: **self**)

            .store(in: &cancellabelSet)

        $password

            .receive(on: RunLoop.main)

            .map { password **in**

**let** pattern = "[A-Z]"

**if** **let** \_ = password.range(of: pattern, options: .regularExpression) {

                    **return** **true**

                } **else** {

                    **return** **false**

                }

            }

            .assign(to: \.isPasswordCapitalLetter, on: **self**)

            .store(in: &cancellabelSet)

        Publishers.CombineLatest($password, $passwordConfirm)

            .receive(on: RunLoop.main)

            .map { (password, passwordConfirm) **in**

**return** !passwordConfirm.isEmpty && (passwordConfirm == password)

            }

            .assign(to: \.isPasswordComfirmValid, on: **self**)

            .store(in: &cancellabelSet)

    }

}

UserRegistrationViewModel类是一个视图模型，它在SwiftUI中作为“真实数据”的代理（或者说是数据的包装器）。这个类继承了ObservableObject，这是一种SwiftUI的特性，它允许视图监听到模型中的数据变化。

代码中，我定义了几个输入属性，例如name，password和passwordConfirm，这些属性都被标记为@Published。这意味着一旦这些值发生变化，所有依赖于这些值的视图都将被更新。换句话说，当用户在文本框中输入他们的姓名，密码或确认密码时，这些值将被更新，并触发相关视图的更新。

我也定义了一些输出属性，例如isNameLengthValid，isPasswordLengthValid，isPasswordCapitalLetter和isPasswordConfirmValid。这些属性是基于输入属性的结果，它们在输入属性发生变化时进行计算。

例如，isNameLengthValid是通过检查name属性的长度是否大于或等于4来计算的。类似地，isPasswordLengthValid检查password的长度是否大于或等于8，isPasswordCapitalLetter检查password是否包含大写字母，isPasswordConfirmValid检查passwordConfirm是否与password相同。

我使用Combine框架的Publisher和Subscriber模型来处理这些计算。这种模型允许我在数据发生变化时执行操作，例如计算输出属性的值。

当我在初始化方法中设置这些Publisher时，我将每个Publisher的结果指派（assign）给对应的输出属性，并将这个订阅关系存储在cancellableSet中。这是因为Publisher创建的订阅关系是需要被管理的，如果不保存这个订阅关系，当订阅关系超出作用域时，它就会被取消，这样就无法收到后续的值更新。

## 3.2 Model示例：Comment.swift

模型是应用程序的“真实世界”，它代表了应用程序中的数据以及相关的业务逻辑。在MVVM设计模式中，模型并不知道视图和视图模型的存在，它只关注数据和数据的处理。下面的Comment.swift文件是一个模型的示例，模型在MVVM设计模式中负责代表应用程序的数据。

**import** Foundation

**import** SwiftUI

**import** CoreLocation

**struct** Comment:Hashable, Codable, Identifiable {

**var** id: Int

**var** userId: Int

**var** articleId: Int

**var** content: String

**var** commentImageName: String

**init**(id: Int, userId:Int, articleId: Int, content: String, commentImageName: String) {

**self**.userId = userId

**self**.id = id

**self**.articleId = articleId

**self**.content = content

**self**.commentImageName = commentImageName

    }

}

**extension** Comment {

**var** commentImage: Image {

**return** ImageStore.shared.image(name:commentImageName)

    }

}

在这个例子中，Comment结构体代表了一条评论。Comment结构体遵循了Hashable，Codable，和Identifiable协议。这些协议分别使评论可以被哈希（以便在集合中进行快速查找），可以被编码和解码（以便进行数据持久化或网络传输），以及具有一个唯一标识符（以便在列表中进行唯一识别）。

Comment结构体有五个属性：id，userId，articleId，content，和commentImageName。这些属性分别代表评论的唯一标识符，评论者的用户标识符，被评论的文章标识符，评论的内容，和评论图片的名称。

此外，Comment结构体还有一个计算属性commentImage，这个属性使用了ImageStore类的shared实例来根据commentImageName获取相应的图片。这就是一个模型如何封装数据和相关的业务逻辑的例子。

## 3.3 View示例: MapView.swift

MapView是视图在MVVM设计模式中的例子。它不直接与模型进行交互，而是通过绑定的坐标来获取和更新数据。它使用UIViewRepresentable协议来创建和管理UIKit的视图，以此达到在SwiftUI中使用UIKit视图的目的。

下面这段代码展示了一个在MVVM设计模式中的视图例子：MapView。

**import** SwiftUI

**import** MapKit

**struct** MapView: UIViewRepresentable {

    @Binding **var** coordinate: CLLocationCoordinate2D

**func** makeCoordinator() -> Coordinator {

        Coordinator(**self**)

    }

**func** makeUIView(context: Context) -> MKMapView {

**let** mapView = MKMapView()

        mapView.delegate = context.coordinator

**return** mapView

    }

**func** updateUIView(\_ uiView: MKMapView, context: Context) {

        uiView.setCenter(coordinate, animated: **true**)

**let** annotation = MKPointAnnotation()

        annotation.coordinate = coordinate

        uiView.addAnnotation(annotation)

    }

**class** Coordinator: NSObject, MKMapViewDelegate {

**var** parent: MapView

**init**(\_ parent: MapView) {

**self**.parent = parent

        }

    }

}

在这个例子中，MapView结构体代表了一个地图视图。在SwiftUI中，视图是用户界面的基本组成单元，它定义了应用程序中用户看到并与之交互的部分。视图在MVVM设计模式中并不直接与模型进行交互，而是通过视图模型来获取和更新数据。

MapView遵循了UIViewRepresentable协议，这意味着它可以使用UIKit的MKMapView类来创建和管理地图视图。@Binding var coordinate是MapView的输入，它代表了地图中心的坐标。由于它是绑定的，当坐标发生改变时，MapView会被重新渲染。

makeCoordinator()方法创建并返回一个Coordinator实例，该实例是MapView的代理，负责处理和响应地图视图的事件。

makeUIView(context: Context)方法创建并返回一个MKMapView实例，并将其代理设置为上下文的协调器。这是创建视图的过程。

updateUIView(\_ uiView: MKMapView, context: Context)方法负责更新视图的状态。当绑定的坐标发生改变时，它会设置地图的中心，并在地图上添加一个标记。这是视图在响应数据变化时如何更新自身的例子。

Coordinator类是MapView的代理，它继承了NSObject并遵循了MKMapViewDelegate协议，用于处理和响应地图视图的事

第4章 系统功能设计实现

## 4.1 整体设计

## 4.2 主页设计典型代码讲解

**滑动浏览欢迎页**

ForEach(loadingData) { page **in**

                    GeometryReader { g **in**

                        VStack {

                            Spacer()

                            // 设置图片

                            Image(page.image)

                                .resizable()

                                .scaledToFit()

                            // 设置标题文字

                            Text(page.title)

                                .font(.title).bold()

                                .padding(/\*@START\_MENU\_TOKEN@\*/.all/\*@END\_MENU\_TOKEN@\*/, 20)

                            // 设置字体

                            Text(page.descrip)

                                .multilineTextAlignment(.center)

                                .padding(/\*@START\_MENU\_TOKEN@\*/.all/\*@END\_MENU\_TOKEN@\*/, /\*@START\_MENU\_TOKEN@\*/10/\*@END\_MENU\_TOKEN@\*/)

                            Spacer()

                        }

                        .opacity(Double(g.frame(in : . global).minX)/200+1)

                    }

                }

**登录注册页**

**let** onLoginFinished: (Bool) -> Void

@ObservedObject **private** **var** userRistrantionViewModel = UserregistrationViewModel()

@State **private** **var** showAlert = **false**

@EnvironmentObject **var** userData: UserData

@State **private** **var** registerAlert = **false**

**var** body: **some** View {

    VStack {

        TabView {

            ForEach(loadingData) { page **in**

                // ...

            }

            VStack {

                // ...

                Button(action: {

**let** tmp = **self**.userData.users.filter { $0.name == userRistrantionViewModel.name }

**if** tmp.count != 1 {

**self**.showAlert = **true**

                    } **else** **if** tmp[0].password != userRistrantionViewModel.password {

**self**.showAlert = **true**

                    } **else** {

**self**.userData.userId = tmp[0].id

                        onLoginFinished(**true**)

                    }

                },

                label: {

                    // ...

                })

                .alert(isPresented: $showAlert) {

                    Alert(title: Text("登录失败"), message: Text("用户名或密码不对，请检查你输入的用户名和密码"))

                }

                Button(action: {

**let** tmp = **self**.userData.users.filter { $0.name == userRistrantionViewModel.name }

**if** tmp.count == 1 {

**self**.registerAlert = **true**

                    } **else** **if** userRistrantionViewModel.name == "" {

**self**.registerAlert = **true**

                    } **else** {

**self**.userData.userId = **self**.userData.users.count

**self**.userData.users.append(User(id: **self**.userData.users.count, number: "aaa", password: userRistrantionViewModel.password, role: 1, name: userRistrantionViewModel.name, progress: ""))

                        // Save user data to a file

**let** encoder = JSONEncoder()

**do** {

**let** data: Data = **try** encoder.encode(**self**.userData.users)

**let** filename = getDocumentsDirectory().appendingPathComponent("UserInfo.json")

**try**? data.write(to: filename)

                        } **catch** {

                            // Handle error

                        }

                    }

                },

                label: {

                    // ...

                })

                .alert(isPresented: $registerAlert) {

                    Alert(title: Text("注册失败"), message: Text("用户名重复或用户名不能为空"))

                }

                Spacer()

            }

        }

        .edgesIgnoringSafeArea(.top)

        .tabViewStyle(PageTabViewStyle(indexDisplayMode: .always))

    }

}

@ObservedObject private var userRistrantionViewModel = UserregistrationViewModel()是视图模型。这个视图模型维护着用户注册的状态，包括用户的姓名和密码。使用ObservedObject修饰符，这个视图可以监听视图模型中数据的变化，并在数据发生变化时重新渲染视图。

接下来是两个@State私有变量：showAlert和registerAlert，它们用来控制警告框的显示。State是SwiftUI的一种属性封装器，它可以在视图的多次渲染中保留值，并在值发生变化时触发视图的更新。

@EnvironmentObject var userData: UserData是环境对象，它在应用程序的多个视图之间共享数据。在这个例子中，userData存储了用户的信息。

在视图的主体中，有两个按钮，一个用于登录，一个用于注册。这两个按钮都绑定了一些动作，当用户点击按钮时，这些动作将会被执行。例如，登录按钮会检查用户输入的用户名和密码是否正确，如果不正确，它将显示一个警告框。注册按钮则会检查用户名是否已经存在或者是否为空，如果满足其中任何一种情况，它也将显示一个警告框。

最后，这个视图使用了TabView和ForEach来显示多个页面，每个页面都有各自的内容和行为。

**模糊搜索**

@Binding **var** search: String

@State **private** **var** isSearching = **false**

@State **private** **var** filteredArticles: [Article] = []

@State **private** **var** searchSuggestions: [Article] = []

@State **private** **var** showSuggestions = **false**

// ...

TextField("Search...", text: $search)

    .font(.title3)

    .onChange(of: search) { value **in**

**if** !value.isEmpty {

            searchSuggestions = articleData.filter { $0.title.lowercased().contains(value.lowercased()) }

        } **else** {

            searchSuggestions = []

        }

    }

Button(action: {

**self**.filteredArticles = searchSuggestions

    isSearching = **true**

}) {

    Image(systemName: "magnifyingglass")

        .foregroundColor(.gray)

        .font(.title)

}

// ...

.sheet(isPresented: $isSearching) {

    ArticleListView(data: filteredArticles).environmentObject(UserData())

        .padding(.top, 50)

}

模糊搜索是基于一个名为 SearchBar 的 View 结构体实现的，该结构体里包含了一些状态变量和搜索框。

这个搜索框通过 TextField 实现，并且设定了当其文本变化时的回调函数。具体来说，每次 search 变量的值改变，就会触发该回调函数。这个回调函数的主要功能是更新搜索建议。

搜索建议的生成基于 articleData 数据集，这是一个 Article 类型的数组，每个 Article 包含一个标题。如果 search 变量的值（即用户输入的搜索关键字）在某个文章的标题中出现，那么这个文章就会被加入到搜索建议中。这是通过 articleData.filter 方法实现的。

这个搜索框旁边还有一个放大镜按钮，用户点击它后会触发另一个回调函数。这个回调函数会将当前的搜索建议赋值给 filteredArticles 变量，并将 isSearching 变量设为 true。

这个界面下方还包含一个列表，用于展示搜索建议。这个列表显示的是 searchSuggestions 变量的内容，也就是当前的搜索建议。当用户点击某个建议时，搜索框的内容会变为这个建议的标题。

最后，如果 isSearching 变量的值为 true，会打开一个新的 View，显示 filteredArticles 变量的内容，也就是当前的搜索结果。这个新的 View 是 ArticleListView 类型的，可以显示一个 Article 类型的数组。

**地图导航**

**import** SwiftUI

**import** MapKit

**struct** MapView: UIViewRepresentable {

    @Binding **var** coordinate: CLLocationCoordinate2D

**func** makeCoordinator() -> Coordinator {

        Coordinator(**self**)

    }

**func** makeUIView(context: Context) -> MKMapView {

**let** mapView = MKMapView()

        mapView.delegate = context.coordinator

**return** mapView

    }

**func** updateUIView(\_ uiView: MKMapView, context: Context) {

        uiView.setCenter(coordinate, animated: **true**)

**let** annotation = MKPointAnnotation()

        annotation.coordinate = coordinate

        uiView.addAnnotation(annotation)

    }

**class** Coordinator: NSObject, MKMapViewDelegate {

**var** parent: MapView

**init**(\_ parent: MapView) {

**self**.parent = parent

        }

    }

}

**评论功能**

@Environment(\.presentationMode) **var** presentationMode

@EnvironmentObject **var** userData: UserData

@State **var** card: Article

@State **var** content = ""

@State **var** secondSheet = **false**

@State **var** getImage = [Image]()

@State **var** showAlert = **false**

@State **var** getUIImage = [UIImage]()

@State **var** y = 0

@State **var** releaseAlert = **false**

**let** onCommentFinished: (String) -> Void

**func** loadImageInToCache(str: String, uploadImg: UIImage) {

**let** filename = getDocumentsDirectory().appendingPathComponent(str + ".jpg")

**if** **let** data = uploadImg.jpegData(compressionQuality: 0.8) {

**try**? data.write(to: filename)

    }

    print("\(filename) has loaded")

}

**func** upload() {

**let** imgName = "comment\(**self**.userData.comments.count)"

    loadImageInToCache(str: imgName, uploadImg: getUIImage[0])

**let** t = Comment(id: **self**.userData.comments.count, userId: **self**.userData.userId, articleId: card.id, content: **self**.content, commentImageName: imgName)

**self**.userData.comments.append(t)

**let** encoder = JSONEncoder()

**do** {

**let** data: Data = **try** encoder.encode(**self**.userData.comments)

**let** filename = getDocumentsDirectory().appendingPathComponent("Comment.json")

**try**? data.write(to: filename)

    } **catch** {

        // Handle error

    }

**self**.onCommentFinished(**self**.content)

**self**.presentationMode.wrappedValue.dismiss()

}

**var** body: **some** View {

    VStack {

        Button(action: {

**self**.releaseAlert = **true**

        }) {

            HStack {

                Image(systemName: "paperplane").font(.title)

                Text("提交")

            }

        }

        .alert(isPresented: **self**.$releaseAlert) {

**if** !**self**.getImage.isEmpty {

**return** Alert(

                    title: Text("确定发布？"),

                    primaryButton: .default(

                        Text("继续编辑")

                    ),

                    secondaryButton: .destructive(

                        Text("立即发布"),

                        action: {

**self**.upload()

                        }

                    )

                )

            } **else** {

**return** Alert(

                    title: Text("图片不能为空"),

                    message: Text("请添加图片")

                )

            }

        }

        TextField("评论", text: **self**.$content)

            .padding(20)

        VStack {

            // ...

        }

        Spacer()

    }

}

这个代码片段是一个更复杂的SwiftUI视图，它包含一个可以用于发表评论的表单。我们可以看到在@EnvironmentObject中使用了userData，这是一个跨视图共享的数据源。

@State变量包含了被视图使用的各种状态。例如，content变量用于存储评论的内容，而secondSheet，showAlert，releaseAlert则用于控制某些操作的执行和视图的显示。getUIImage数组用于存储用户选择的图片，y变量可能用于控制视图滚动的位置。

loadImageIntoCache函数用于将图片存储到缓存中，upload函数负责上传评论，包括文本内容和图片。在上传函数中，首先将图片存入缓存，然后创建一个新的评论，将其添加到userData的评论列表中，并将评论列表写入到一个名为Comment.json的文件中。

在视图的主体中，首先是一个按钮，点击这个按钮会显示一个警告框，询问用户是否确定发布评论。如果用户已经选择了图片，那么警告框将会有两个选项：一个是继续编辑，另一个是立即发布，点击立即发布将会触发上传函数。如果用户没有选择图片，警告框将会提示用户添加图片。

然后是一个文本输入框，用于输入评论的内容。最后，有一个VStack，可能用于显示用户选择的图片。

这个视图展示了在SwiftUI中如何使用表单来收集用户输入的信息，以及如何将用户输入的信息上传并保存到本地。这是在SwiftUI中创建交互式用户界面的一个很好的例子。

唤起系统相册照片选择的api，在评论中加入图片

struct ImagePicker: UIViewControllerRepresentable {

    @Environment(\.presentationMode) private var presentationMode

    let sourceType: UIImagePickerController.SourceType

    let onImagePicked: (UIImage) -> Void

    final class Coordinator: NSObject, UINavigationControllerDelegate, UIImagePickerControllerDelegate {

        @Binding private var presentationMode: PresentationMode

        private let sourceType: UIImagePickerController.SourceType

        private let onImagePicked: (UIImage) -> Void

        init(presentationMode: Binding<PresentationMode>,

             sourceType: UIImagePickerController.SourceType,

             onImagePicked: @escaping (UIImage) -> Void) {

            \_presentationMode = presentationMode

            self.sourceType = sourceType

            self.onImagePicked = onImagePicked

        }

        func imagePickerController(\_ picker: UIImagePickerController, didFinishPickingMediaWithInfo info: [UIImagePickerController.InfoKey : Any]) {

            let uiImage = info[UIImagePickerController.InfoKey.originalImage] as! UIImage

            onImagePicked(uiImage)

            presentationMode.dismiss()

        }

        func imagePickerControllerDidCancel(\_ picker: UIImagePickerController) {

            presentationMode.dismiss()

        }

    }

    func makeCoordinator() -> Coordinator {

        return Coordinator(presentationMode: presentationMode,

                           sourceType: sourceType,

                           onImagePicked: onImagePicked)

    }

    func makeUIViewController(context: UIViewControllerRepresentableContext<ImagePicker>) -> UIImagePickerController {

        let picker = UIImagePickerController()

        picker.sourceType = sourceType

        picker.delegate = context.coordinator

        return picker

    }

    func updateUIViewController(\_ uiViewController: UIImagePickerController,

                                context: UIViewControllerRepresentableContext<ImagePicker>) {

    }

}

ImagePicker是一个可以唤起系统相册照片选择器的SwiftUI视图，并在用户选择照片后将其传递给onImagePicked闭包。它使用了Coordinator类来管理委托方法并响应用户选择的操作。

ImagePicker包含了一个final class Coordinator，它是一个NSObject并实现了UINavigationControllerDelegate和UIImagePickerControllerDelegate协议。Coordinator类的作用是为ImagePicker视图提供委托方法，以响应用户选择的照片和取消选择的操作。在Coordinator类中，选择照片时，imagePickerController(:didFinishPickingMediaWithInfo:)方法会被调用，并将选择的照片传递给onImagePicked闭包。当用户取消选择时，imagePickerControllerDidCancel(:)方法会被调用，并关闭相册选择器。

makeCoordinator()方法返回一个Coordinator实例，用于管理ImagePicker视图的生命周期和响应用户选择的照片。makeUIViewController(context:)方法创建一个UIImagePickerController实例，并将其设置为sourceType类型，同时将其委托给Coordinator实例。updateUIViewController(\_:context:)方法不进行任何操作，因为ImagePicker视图不需要更新。

## 4.3 信息页设计实现

**提出建议**

Button(

                action: { **self**.suggestionIssue = **true** }, label: {

                    VStack {

                        Image("suggestion")

                            .resizable()

                            .aspectRatio(contentMode: .fit)

                            .frame(width: 80)

                            .clipped()

                        Text("表达意见")

                            .foregroundColor(Color.black.opacity(0.85))

                        .font(.system(size: 17))}

                    .frame(width: 130, height: 130)

                    .overlay(RoundedRectangle(cornerRadius:10).stroke(Color.gray, style: StrokeStyle(lineWidth: 1, dash: [10])))})

            .sheet(isPresented: **self**.$suggestionIssue,content:

                    { WriteIssueView { titleText,content **in**

**self**.userData.issues.insert(Issue(id: **self**.userData.issues.count, type: 1, title: titleText, content: content), at: 0)

**let** encoder = JSONEncoder()

**do**  {

                    // 将player对象encod（编码）

**let** data: Data = **try** encoder.encode(**self**.userData.issues)

**let** filename = getDocumentsDirectory().appendingPathComponent("Issue.json")

**try**? data.write(to: filename)

                } **catch** {

                }

            }})

**查询入园码**

**struct** CodeView: View {

    // ...

**var** body: **some** View {

        NavigationView {

            Form {

                Section(header: Text("身份证号")) {

                    TextField("请输入身份证号", text: $personID)

                }

                Section(header: Text("姓名")) {

                    TextField("请输入姓名", text: $personName)

                }

                Section(header: Text("入园码查询")) {

                    Text("\(result)")

                }

                Section {

                    Button(action: {

**let** u = **self**.userData.users.filter { $0.name == **self**.personName }

**if** u.isEmpty {

**self**.nullAlert = **true**

                        } **else** {

**let** t = u.filter { $0.number == **self**.personID }

**if** t.isEmpty {

**self**.nullAlert = **true**

                            } **else** {

**self**.result = t[0].progress

                            }

                        }

                    }) {

                        HStack {

                            Image(systemName: "magnifyingglass")

                            Text("查询")

                                .bold()

                        }

                        // ...

                    }

                    .alert(isPresented: $nullAlert) {

                        Alert(title: Text("查询失败"), message: Text("身份证号或 姓名错误"))

                    }

                }

                // ...

            }

            .navigationBarTitle(Text("查询进度"), displayMode: .inline)

        }

    }

}

其余界面功能类似提出建议，故不再赘述。

## 4.4 “我的”界面设计

**struct** ProfileView: View {

    @EnvironmentObject **var** userData: UserData

    @State **var** hero1 = **false**

    @State **var** hero2 = **false**

**func** refresh() {

**let** encoder = JSONEncoder()

**do** {

**let** data: Data = **try** encoder.encode(**self**.userData.issues)

**let** filename = getDocumentsDirectory().appendingPathComponent("Issue.json")

**try**? data.write(to: filename)

        } **catch** {

            // Handle encoding error

        }

        // ...

**do** {

**let** data: Data = **try** encoder.encode(**self**.userData.prefers)

**let** filename = getDocumentsDirectory().appendingPathComponent("Atricle.json")

**try**? data.write(to: filename)

        } **catch** {

            // Handle encoding error

        }

    }

**var** userName: String {

**self**.userData.users.filter { $0.id == userData.userId }[0].name

    }

**var** body: **some** View {

        VStack {

            ScrollView(.vertical, showsIndicators: **false**) {

                HStack {

                    Text("    Hi," + userName)

                        .bold()

                        .font(.largeTitle)

                        .multilineTextAlignment(.center)

                        .foregroundColor(.blue)

                        .padding(.leading, 20)

                        .padding(.leading, -40)

                    Spacer()

                }

                // ...

                HArticleListView(data: **self**.userData.articles.filter { **self**.userData.prefers[$0.id].likedUserId.contains(**self**.userData.userId) }) { i **in**

                    hero1.toggle()

                }

                .opacity((**self**.hero2) ? 0 : 1)

                .zIndex(5.0)

                // ...

                HArticleListView2(data: **self**.userData.articles.filter { **self**.userData.prefers[$0.id].staredUserId.contains(**self**.userData.userId) }) { i **in**

                    hero2.toggle()

                }

                .opacity((**self**.hero1) ? 0 : 1)

                .zIndex(5.0)

            }

        }

    }

}

这个页面是一个使用SwiftUI构建的用户个人页面。它主要分为两部分：在用户信息部分显示用户名称，在用户行为部分展示了用户的喜欢（心形符号表示）和想去（星形符号表示）的文章。现在，我们将详细解析这个页面的代码。

1.定义视图结构和数据 我们首先定义了一个ProfileView，这是一个遵循SwiftUI中View协议的结构体。这个View中，通过@EnvironmentObject属性包装器，我们引用了userData，它是一个用户数据的环境对象。然后，我们定义了两个State变量hero1和hero2，它们将被用于追踪用户的一些操作。

2.refresh方法 refresh方法中，我们用JSONEncoder对象将userData中的issues，comments，users，和prefers编码成JSON数据，并写入到对应的.json文件中。这是一个将数据持久化的过程。

3.userName属性 userName属性会返回当前用户的名字，通过过滤userData.users以找到当前用户的ID，然后返回其名称。

4.body属性 body属性定义了页面的UI布局。在这个页面中，最外层是一个垂直的VStack，然后是一个ScrollView，其中包含用户的个人信息和他们的行为信息。

用户个人信息部分：显示了"Hi," + 用户名的文本，文本颜色为蓝色。

用户行为部分：有两个部分，一个显示用户喜欢的文章（心形符号），另一个显示用户想去的文章（星形符号）。在每个部分下，都有一个列表显示了对应的文章。当用户点击列表中的某个文章时，对应的hero状态会被切换，同时其他部分的透明度会被设为0，以实现隐藏其他部分的效果。

这个页面在UI设计上相对简洁，便于用户查看和操作他们的信息。同时，也充分考虑了数据的持久化，使得数据在应用重新启动后仍能保留。该

第5章 系统功能实现

## 5.1 整体设计实现

5.1.1 滑动浏览欢迎页

|  |  |  |  |
| --- | --- | --- | --- |
| 登录-1（拖移项目） | 登录-7（拖移项目） | 登录-18（拖移项目） | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 09.42.29 |

5.1.2 登录注册页

而后进入登陆与注册页面。对于登录，输入用户名和密码后。用户名栏下方有提示字样”建议至少4个字符“，当该栏输入字符不足4个时，会显示蓝紫色字样；当该栏输入字符大于等于4时，该字样会变灰并被删除线标识。对于密码栏同理，有两个提示字样分别提示至少输入8字符和1大写字符，满足条件字样会变 灰并被删除线标识。

*备注：这一功能借鉴了项目https://github.com/SwiftUIX/SwiftUIX.git*

|  |  |  |  |
| --- | --- | --- | --- |
| Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 09.48.36 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 09.48.43 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 09.48.56 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 09.42.46 |

用户名和密码都输入后点击登录，若用户名或密码错误会向下图最后一个展示的那样弹出报错提示，否则会正常进入系统。对于注册，输入用户名和密码后点击注册即可注册并自动登录，如果用户名已被注册会弹出如下方所示提示。

|  |  |
| --- | --- |
| Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.05.10 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.05.54 |

进入软件后，下方导航栏有”主页“”信息“和”我“三个按钮，以下分别介

绍。

## 5.2 主页设计实现

5.2.1 模糊搜索

|  |  |  |  |
| --- | --- | --- | --- |
| /private/var/folders/6k/tzcbt87127zf93dy7l8z8wc00000gn/T/com.kingsoft.wpsoffice.mac/picturecompress_20230608103013/output_1.pngoutput_1 | /private/var/folders/6k/tzcbt87127zf93dy7l8z8wc00000gn/T/com.kingsoft.wpsoffice.mac/picturecompress_20230608103026/output_1.pngoutput_1 | /private/var/folders/6k/tzcbt87127zf93dy7l8z8wc00000gn/T/com.kingsoft.wpsoffice.mac/picturecompress_20230608103057/output_1.pngoutput_1 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.29.26 |

5.2.2 地图导航

|  |  |
| --- | --- |
| /private/var/folders/6k/tzcbt87127zf93dy7l8z8wc00000gn/T/com.kingsoft.wpsoffice.mac/picturecompress_20230608104128/output_1.pngoutput_1 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 09.45.42 |

5.2.3 卡片介绍

|  |  |
| --- | --- |
| Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 09.46.17 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.45.59 |

5.2.4 评论

|  |  |  |  |
| --- | --- | --- | --- |
| Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.47.45 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.48.02 | /private/var/folders/6k/tzcbt87127zf93dy7l8z8wc00000gn/T/com.kingsoft.wpsoffice.mac/picturecompress_20230608105006/output_1.pngoutput_1 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.48.14 |

|  |  |  |  |
| --- | --- | --- | --- |
| Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.48.17 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.48.21 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.51.57 |  |

5.2.5 标记喜好

|  |  |  |  |
| --- | --- | --- | --- |
| /private/var/folders/6k/tzcbt87127zf93dy7l8z8wc00000gn/T/com.kingsoft.wpsoffice.mac/picturecompress_20230608110013/output_1.pngoutput_1 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 10.59.42 | /private/var/folders/6k/tzcbt87127zf93dy7l8z8wc00000gn/T/com.kingsoft.wpsoffice.mac/picturecompress_20230608110023/output_1.pngoutput_1 |  |

## 5.3 信息页设计实现

最上方是四个按钮，分别“表达意见”“申请活动”“入园码查询”“权益维护”。页面下方是已发起的服务列表，点击进入可以查看详情。

5.3.1 表达意见

|  |  |  |  |
| --- | --- | --- | --- |
| Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.01.08 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.04.01 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.04.05 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.04.11 |

5.3.2 申请活动

|  |  |  |  |
| --- | --- | --- | --- |
| Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.13.49 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.13.06 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.13.10 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.13.14 |

5.3.3 入园码查询

|  |  |  |  |
| --- | --- | --- | --- |
| Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.15.38 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.15.41 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.14.55 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.15.00 |

5.3.4 权益维护

|  |  |  |  |
| --- | --- | --- | --- |
| Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.19.21 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.21.09 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.21.13 | Simulator Screenshot - iPhone 14 Pro - 2023-06-08 at 11.21.17 |

## 5.4 “我的”界面设计实现

上方为“去过”卡片式列表，下方为收藏景点卡片式列表，该卡片可点击，点击后跳转至详情页。

|  |  |
| --- | --- |
| /private/var/folders/6k/tzcbt87127zf93dy7l8z8wc00000gn/T/com.kingsoft.wpsoffice.mac/picturecompress_20230608114245/output_1.pngoutput_1 | /private/var/folders/6k/tzcbt87127zf93dy7l8z8wc00000gn/T/com.kingsoft.wpsoffice.mac/picturecompress_20230608114250/output_1.pngoutput_1 |

第6章　总结与展望

Yangzhou APP是一个采用MVVM架构的旅游服务应用，旨在为游客提供全方位的扬州旅行体验。该应用利用iOS的沙盒存储技术实现了数据的本地存储，并通过Combine框架的Publisher和Subscriber模型实现了视图和模型之间的双向绑定。使用SwiftUI进行界面设计，利用声明式语法、组件化设计和数据绑定，实现了清晰、简洁且具有响应性的用户界面。通过与系统地图的集成，提供了导航功能。

未来，可以进一步完善和扩展Yangzhou APP的功能和特性。以下是一些可能的改进和发展方向：增加更多的旅游信息和功能：扩充应用中的景点介绍、活动信息、餐饮推荐等内容，提供更全面的旅游指南。还可以添加一些实用工具，如天气预报、语音导览等，提升用户体验；引入社交互动功能：允许用户之间的互动，例如评论、点赞、分享等。这将增加用户参与度，促进用户之间的交流和分享旅行经验；引入个性化推荐：通过分析用户的兴趣和偏好，提供个性化的旅游推荐。例如，根据用户的历史记录和收藏，推荐相关的景点、活动或餐饮场所；入在线预订功能：允许用户在线预订门票、酒店或旅行套餐等服务。与合作伙伴或第三方服务集成，提供便捷的预订体验；数据分析和改进：通过收集和分析用户行为数据，了解用户的使用习惯和偏好，进而改进和优化应用的功能和用户体验。
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